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Abstract─This paper is to clarify ontologies in knowledge base  
compare with object models in object oriented software 
engineering. Ontology itself has the concept which is the 
foundation of knowledge base; on the other hand The object 
model is the center of object oriented software engineering. 
Because ontologies are closely related to modern object-oriented 
software design, it is natural to adapt existing object-oriented 
software development methodologies for the task of ontology 
development. Selected approaches originate from research in 
artificial intelligence; knowledge representation and object 
modeling are presented in this paper. Some issues mentioned in 
this paper are related with their connection; some are addressed 
directly into the similarities or differences point of view of both. 
This paper also presents the available tools, methods, procedures 
which show the corporation with object modeling and ontologies.  
 
   Index Terms─ Software Engineering, Object Model, Object 
Oriented Development, knowledge base, Ontologies. 

I. INTRODUCTION 
The object oriented paradigm is the framework in software 

engineering, influencing all effort in information science. It is 
one of the main objectives of the software engineering 
discipline[18]. Object models are different from other 
modeling techniques because they have merged the concept of 
variables and abstract data types into an abstract variable type: 
an object. Objects have identity, state, and behavior and 
object models are built out of systems of these objects. To 
make object modeling easier, there are concepts of type, 
inheritance, association, and possibly class [1]. Object 
modeling’s focus on identity and behavior is completely 
different from the relational model’s focus on information 
[14]. Ontology is well known as description of declaration 
and abstract way the domain information of the application, it 
involved with vocabulary and how to constrain the use of the 
data [6] and they are used widely in the semantic web 
approach, which requires a significant degree of structure. In 
the area of ontology the concept have been supplemented 
above which allow expressing the similarity of concept in 
ontology with object (atom) in object oriented. 

Ontologies themselves are rising as an important tool for 
coping with very great, compound and various sources of 
information.  It has also been known that ontologies are 
advantageous for software engineering. Ontology 
representations are little known outside AI research 
laboratories, In contrast, commercial interest has results in 
ideas from object oriented programming community maturing 

into industry standards and powerful tools for object oriented 
analysis design and implementation. And this maturing 
standards and tools can be used for ontology modeling [1]. 
Ontology is formally specified models of bodies of 
knowledge defining concepts used to describe a domain and 
the relationship that hold between them. 

The central objective of this paper is to acknowledge the 
paper is structured as follows. Section 2 introduces the 
definition of ontology and object model.  Section 3 will be 
present the modeling with their structure. Section 4 will show 
the languages used for object model and stand for ontology. 
Section 5 will be emphasize on possibility development 
processes and tools of them and the conclusion section will be 
point of the similarities and differences of them. 

II. DEFINITION 
Ontology is actually well known in philosophy research 

area since 1960s, in the artificial intelligence (AI) arena, has 
been focused on knowledge modeling. The term ontology is 
used to refer to “an explicit specification of a 
conceptualization [of a domain] is mentioned by Tom Gruber 
which we are already familiar with for quite sometimes. In 
other words, ontology refers to a formalization of the 
knowledge in the domain. Ontology is the concept which is 
separately identified by domain users, and used in a self-
contained way to communicate information. Combination of 
concept is the knowledge base or knowledge network. Some 
of the reasons why someone want to develop an ontology are 
to share common understanding of the structure of 
information among people or software agents, to enable reuse 
of domain knowledge, to make domain assumptions explicit, 
to separate domain knowledge from the operational 
knowledge, to analyze domain knowledge [19] 

While ontologies is formally specified models of bodies of 
knowledge defining concepts used to describe a domain and 
the relationship that hold between them [6]. Object model is 
the mechanism of object-oriented paradigm, which is used for 
software engineering. In particular, the general software 
engineering principle of parting of concerns combined with 
object-oriented modeling characteristics has turned out to be 
very useful. The basic idea of object-orientation is the 
consequent application of the abstract data type concept, 
combining data and functionality. The abstract data type 
concept is applied in the context of the architecture of any 
object-oriented model. The Objects model in object oriented 
analysis and design provide a more realistic representation, 
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which an end user can more readily understand.. An object 
oriented model uses functions to model relationships of 
objects and the attributes [19]. An ontology structure holds 
definitions of concepts, binary relationship between concepts 
and attributes. Relationships may be symmetric, transitive and 
have an inverse. A minimum and maximum cardinality 
constraint for relations and attributes may be specifies. 
Concepts and relationships can be arranged in two distinct 
generalization hierarchies [5]. Concepts, relationship types 
and attribute abstract from concrete objects or value and thus 
describe the schema (the ontology) on the other hand concrete 
objects populate the concepts, concrete values instantiate the 
attributes of these objects and concrete relationship instantiate 
relationships. Three types of relationship that may be used 
between classes: generalization, association, and aggregation. 

III. MODELING 

A. Object Modeling:  
The object-oriented model is based on a collection of 

objects. An object contains values stored in instance variables 
within the object. Thus objects contain objects to an 
arbitrarily deep level of nesting. Attributes/properties: objects 
will have at least one attribute. Possible slot types are 
primitive types (integer, boolean, string etc.), references to 
other objects (modeling relationships) and sets of values of 
these types. An object also contains bodies of code that 
operate on the object. These bodies of code are called 
methods. Method/Operations: They are attached to classes or 
slots and contain meta information, such as comments, 
constraints and default values. Relationship/relations: they 
represent the relation between objects/classes from object 
model (KB). Major classes of relations exist: relations 
combining labels(the name we tend to give to things) and 
concepts(the things themselves) and concepts and relations 
combining concepts (the part-whole relation)[13].  

Objects that contain the same types of values and the same 
methods are grouped into classes. A class may be viewed as a 
type definition for objects. Analogy: the programming 
language concept of an abstract data type. The only way in 
which one object can access the data of another object is by 
invoking the method of that other object. This is called 
sending a message to the object. Internal parts of the object, 
the instance variables and method code, are not visible 
externally or some researchers called it as black box.  

The following Fig.1 shows a simple Banking System object 
Model, containing classes for Head-Office, Branch, Accounts 
held at that Branch, and the Customers who the Accounts 
belong to. Object/Class represent the tangible things. For 
example, an object representing a bank account. The object 
contains instance variables number and balance. The object 
contains a method pay-interest which adds interest to the 
balance. Under most data models, changing the interest rate 
entails changing code in application programs. In the object-
oriented model, this only entails a change within the pay-
interest method [10]. In commonly-known object-oriented 
data models attributes and associations are not defined with 
the class specification itself [14].   Instead, class properties are 
first-class primitive themselves [12]. 

One approach for implementing objects is to have a class, 
which defines the implementation for multiple objects. A 
class defines what types the objects will implement, how to 
perform the behavior required for the interface and how to 
remember state information. Each object will then only need 
to remember its individual state. Although using classes is by 
far the most common object approach, it is not the only 
approach (using prototypes is another approach) and is really 
peripheral to the core concepts of object-oriented modeling 
[19]. 

 

 
Fig. 1 Example of banking system object oriented model  

 
Unified Modeling Languages (UML) is well known and 

widely used object modeling that consist of concepts 
/entitypes/classes in a specification hierarchy, the description 
of concepts by attributes which have range and relationship 
between concepts. UML defines several types of diagram that 
can be used to model the static and dynamic behaviors of a 
system.  A UML object diagram does not define a standard set 
of primitive types for attributes and operation declarations; 
however, Object Constraint Languages (OCL) does and it is 
proposed that these be used for ontology modeling with UML 
Model an ontology as a static model consisting of a class 
diagram to depict the classes in the domain and their 
relationships, an object diagram to show particular named 
instances of those classes. 

Conceptual (or Ontology) modeling deals with the question 
on how to describe in a declarative and abstract way the 
domain information of an application, its relevant vocabulary, 
and how to constrain the use of the data. Modeling languages 
like UML and Object Data Management Group (ODMG) 
have been developed for object oriented models in software 
engineering. Common to all of these newer models is the 
arrangement of concepts/entitytypes/classes in a specialization 
hierarchy, the description of concepts by attributes which 
have ranges and relationships between concepts. Concepts, 
relationshiptypes and attributes abstract from concrete objects 
or values and thus describe the schema (the ontology). On the 
other hand concrete objects populate the concepts, concrete 
values instantiate the attributes of these objects and concrete 
relations instantiate relationships [10]. 

B. Ontologies Modeling:  
 Ontology is a formal explicit description of concepts in a 
domain of discourse (classes/concepts). Slots/properties/roles 
Properties of each concept describing various features and 



attributes of the concept. And facets/role restrictions means 
restrictions on slots. An ontology together with a set of 
individual instances of classes constitutes a knowledge base. 
In reality, there is a fine line where the ontology ends and the 
knowledge base begins. 

Classes are the focus of most ontologies. Classes describe 
concepts in the domain [19]. For example, a class of banking 
accounts represents all accounts. Specific accounts are 
instances of this class. The your own account (e.g. Waralak 
account) is an instance of the class of accounts. A class can 
have subclasses that represent concepts that are more specific 
than the superclass. For example, we can divide the class of 
all accounts into saving accounts, and checking accounts.   

Slots describe properties of classes and instances: Saving 
Account has a specific requirement; it is opened by the bank 
branch. We have slots describing the account in this example: 
the slot branch with the value New York Fifth Avenue branch. 
At the class level, we can say that instances of the class 
Account will have slots describing their account number, 
name, address, the branch of the account and so on. 

All instances of the class account, and its subclass Saving, 
have a slot branch the value of which is an instance of the 
class Branch. All instances of the class Branch have a slot 
open that refers to all the accounts (instances of the class 
Account and its subclasses) that the branch opens an account 
for a particular customer. 

IV. LANGUAGES AND STANDARDS 
In particular, object-oriented languages like C++ or Java 

[14] have become the effectively standard for programming. 
The same holds for the analysis and design phases within a 
software development process, where object-oriented 
modeling approaches are becoming more and more the 
standard ones. Unified Modelling Language (UML) and 
Object Data Management Group (ODMG) have been 
developed for object oriented models in software engineering. 
Modeling language like UML and ODMG. The ODMG 
Object Model is intended to allow portability of applications 
among object database products. It provides a common model 
for these products by defining extensions to the OMG object 
model that support object database requirements. In particular, 
the ODMG model extends the OMG core to provide for 
persistent objects, object properties, more specific object 
types, queries and transactions. The basic concepts are 
objects, types, operations, properties, identity and subtyping. 
Objects have state (defined by the values of their properties), 
behavior (defined by operations) and identity. All objects of 
the same type have common behavior and properties. Types 
are objects so may have their own properties. A type has an 
interface and one or more implementations. All things are 
instances of some type and subtyping organizes these types in 
a lattice. A type definition can declare that an extent (set of all 
instances) be maintained for the type. Objects are instances of 
a type, and as such have state, behavior and identity [26].  

There are lot of papers address about the object oriented 
standard to be used for ontology modeling. The large user 
community and commercial support for object oriented 
standards warrants the investigation of standard object 
modeling technique for ontology development.  

For ontology standards, the most notably W3C recommends 
a number of semantic markup language standards as part of 
the semantic Web stack. Specifically, eXtensible Markup 
Language (XML) provides a surface syntax for structured 
documents but imposes no semantic constraints on the 
meaning of these documents. XML Schema is a language for 
restricting the structure of XML documents. Resource 
Description Framework (RDF) is a language for creating a 
data model for objects (or “resources”) and relations among 
them, providing a simple semantics for the data model. The 
data models are represented in an XML syntax. RDF Schema 
is a vocabulary for describing properties and classes of RDF 
resources, with semantics for generalization hierarchies of 
such properties and classes [25]. Finally, Web Ontology 
Language (OWL) adds more vocabulary for describing 
properties and classes. Among others, relations among 
classes, cardinality, equality, richer typing of properties and 
enumerated classes. Also now, the OWL is designed for use 
by applications that need to process the content of information 
instead of just presenting information to humans. OWL 
facilitates greater machine interpretability of Web content 
than that supported by XML, RDF, and RDF Schema [24]. 
OWL succeeds the preceding effort of DAML+OIL in this 
area, and thus it goes beyond these languages in its ability to 
represent machine-readable content [28]. As following is the 
example of OWL used for describing banking system account 
register ontologies according to class and property hierarchy 
from DAML ontology library [22]: 

Class Hierarchy 
- Category (description)  
- Transaction (amount, category*, cleared, date, 

description, memo?, number?)  
Property Hierarchy 

- amount, category, cleared, date, description, memo, 
number   

 
<owl:Ontology rdf:about=""> 
  <owl:versionInfo>$Id: check-ont.daml,v 1.3 2001/07/21 22:34:26 mdean 

Exp $</owl:versionInfo> 
  <rdfs:comment>checking account register</rdfs:comment> 
</owl:Ontology> 
 
<rdfs:Class rdf:ID="Transaction"> 
  <rdfs:comment> 
    a deposit, check, or other item  
  </rdfs:comment> 
  <rdfs:subClassOf> 
    <owl:Restriction> 
      <owl:onProperty rdf:resource="#date"/> 
      <owl:allValuesFrom 

rdf:resource="http://www.w3.org/2001/XMLSchema#date"/> 
      <owl:cardinality>1</owl:cardinality> 
    </owl:Restriction> 
  </rdfs:subClassOf> 
  <rdfs:subClassOf> 
… 
<owl:DatatypeProperty rdf:ID="date"/> 
<owl:DatatypeProperty rdf:ID="description"/> 
<owl:DatatypeProperty rdf:ID="memo"/> 
<owl:DatatypeProperty rdf:ID="amount"> 
  <rdfs:comment>in US dollars</rdfs:comment> 
</owl:DatatypeProperty> 
<owl:DatatypeProperty rdf:ID="number"/> 
<owl:DatatypeProperty rdf:ID="category"/> 
<owl:DatatypeProperty rdf:ID="cleared"/> 



Another ontology language, with F-Logics provide a clearly 
defined syntax and semantics to ontologies and the 
representation of these knowledge models is based on a well-
understood logical framework. F-Logic allows to describe 
ontologies, i.e. classes, the hierarchy of classes, their 
attributes and relationships between classes in an object 
oriented style way. Nowadays, the object-oriented paradigm 
has become the standard approach throughout the whole 
software development process.  

 Ontologies allow the specification of concepts in a domain 
as well as the terms used to markup content in a learning 
object. Shared ontologies allow for different systems to come 
to a common understanding of the semantics of a learning 
object. The present the required ontology model including the 
formal expression of ontology, object model, mapping to 
XML representation and the corresponding system 
architecture for binding web services. This can see that 
ontology model work well together almost the same with 
object model because it is the fundamental of system 
architecture [9]. 

V. DEVELOPMENT TOOLS 
For several years ago, object-oriented development was an 

interesting concept. Every development tool on the shelf 
promotes itself as object oriented. Object orientation is a 
software development success story, and it is here to stay. 
Despite the tremendous success of objects, developers and 
development organizations are still low on the object oriented 
learning curve.  Object oriented systems development is an 
extension of structured programming: Object oriented 
development emphasizes the benefits of modular and reusable 
computer code and modeling real-world objects, just as 
structured programming emphasizes the benefits of properly 
nested structures. In many cases, the tools are more advanced 
than the expertise of the developers who use them. Although 
most object oriented development tools promote object reuse, 
there is no standard reusable object among tools (for example, 
C++ objects under Smalltalk). To solve this problem, the 
Object Management Group (OMG) came up with the 
Common Object Request Broker Architecture (CORBA). As 
the object market expands and component development takes 
off, more object vendors will be interested in standard objects. 
IBM, for example, bases its object development on its System 
Object Model (SOM). Other examples of distributed objects 
include NeXT Computer's Portable Distributed Objects, and 
Sun's Distributed Objects Everywhere. Microsoft is pushing 
Object Linking and Embedding (OLE) and its Component 
Object Model as its standard object development strategy. 
Although not object oriented (they do not support 
inheritance), OLE objects work with a number of application 
development tools. It's not a question of whether object 
oriented development will remain popular, but how to use 
objects in your application development efforts. There are 
more choices of object oriented tools out there than ever 
before. These tools all implement objects in their own special 
way. Moreover, the industry is still very much in the learning 
phase, and it's going to take a few more years before it finally 
sees the optimal payback from object oriented development 
[17]. Object orientation is much more than a way to program. 
It can apply across every system development activity, 

including requirements analysis, design, testing, and business 
process reengineering. Developing an Object Oriented 
application requires even more thought about the design than 
developing in the traditional structured programming 
environment, because the focus on future reuse requires a 
longer-term view during analysis and design. However, a 
well-stocked library of reusable components reduces the need 
to perform original analysis and design. Nevertheless, many 
experienced object oriented developers know that their 
application is only as good as its design. Object oriented 
analysis and design methodologies and the use of CASE 
technology are extensive in the object oriented world. Object 
oriented languages such as C++ is a complex language; C++ 
is a low-level language that operates very close to the metal. 
Developers must learn how to do such things as manage 
memory directly, access physical disk storage, and use cryptic 
APIs. The potential for problems is enormous, and it takes 
about twice as long to develop a client/server application 
using C++ than it does using other 4GL-driven client/server 
development environments. Increased productivity with 
object technology methods is not just a theory. The tools that 
surround software development are built around both in 
reduced development efforts as well as fewer ongoing 
maintenance costs concept, as well; compilers, linkers, and 
even language features rely on source code files as input. 
Version control systems mirror the file system's structure, 
maintaining a copy of every version of each file monitored. 
For decades this has been acceptable and has even become 
standard. Languages such as C are built upon file references 
in the source code via include directives. The problems are in 
the mid-1990s, the idea of Object- oriented development 
finally began to gain momentum. Languages like C++, once 
formerly constrained to small research projects, now became 
the mainstream. With this fundamental shift, the file-based 
system of development was dragged along as a relic of old. 
C++, like its predecessor, also uses file includes to resolve 
dependencies. Despite new techniques and languages for 
modeling and designing software, such as UML, in the end 
source files still needed to be created and linked to each other. 
Developers reuse existing objects through the inheritance 
mechanism that most object oriented tools provide. 
Inheritance is a critical concept of object orientation; because 
it lets developers inherit the capabilities (methods and data) of 
existing objects. This lets developers maximize the use of 
application objects.  

For knowledge engineering methodology for developing an 
ontology, there are some fundamental rules in ontology 
design. These rules may seem rather dogmatic. However, 
these rules can often help in making design decisions [28]:  
- There is no one correct way to model a domain – there 

are always viable alternatives. The best solution almost 
always depends on the application that you have in mind 
and the extensions that you anticipate.  

- Ontology development is necessarily an iterative 
process.  

- Concepts in the ontology should be close to objects 
(physical or logical) and relationships in your domain of 
interest. These are most likely to be nouns (objects) or 
verbs (relationships) in sentences that describe your 
domain. 



Deciding what we are going to use the ontology for, and 
how detailed or general the ontology is going to be, will guide 
many of the modeling decisions down the road. Among 
several viable alternatives, we will need to determine which 
one would work better for the projected task and which one 
would be more intuitive, more extensible, and more 
maintainable. We must also remember that ontology is a 
model of reality and the concepts in the ontology must reflect 
reality. After we define an initial version of the ontology, we 
can evaluate and debug it by using it in applications or 
problem-solving methods or by discussing it with experts in 
the field, or both. As a result, we will almost certainly need to 
revise the initial ontology. In practical terms, developing an 
ontology includes[28]:  

- Defining classes in the ontology,  
- Arranging the classes in a taxonomic (subclass–

superclass) hierarchy,  
- Defining slots and describing allowed values for these 

slots,  
- Filling in the values for slots for instances.  
- Creating a knowledge base by defining individual 

instances of these classes, filling in specific property 
value information and additional property restrictions. 

Then we can create a knowledge base by defining 
individual instances of these classes filling in specific slot 
value information and additional slot restrictions. The idea of 
ontology has been welcomed by visionaries and early 
adopters. For example, ontology has been used in medical 
informatics studies, and the community produced popular 
tools such as Protégé ontology editor. However, it has failed 
to appeal to the majority users of the mainstream, at least until 
recently. It is said that the idea was too arcane for ordinary 
folks to understand. There is no standard way to do things 
with ontology, but so many different proprietary ways. There 
were not enough tools for programming ontologies and 
managing various aspects of the life cycle of ontologies. 
Recently, however, the semantic Web initiative lead by W3C 
has changed the ontology landscape completely. Through the 
initiative, researchers and developers join forces to provide 
standard semantics markup languages based on XML, 
ontology management systems, and other useful tools. An 
ontology-development methodology have been described for 
declarative frame-based systems. However, ontology 
development is different from designing classes and relations 
in object-oriented programming. Object oriented 
programming centers primarily around methods on classes—a 
programmer makes design decisions based on the operational 
properties of a class, whereas an ontology designer makes 
these decisions based on the structural properties of a class. 
As a result, a class structure and relations among classes in an 
ontology are different from the structure for a similar domain 
in an object-oriented program. Concepts in the ontology 
should be close to objects (physical or logical) and 
relationships in your domain of interest. These are most likely 
to be nouns (objects) or verbs (relationships) in sentences that 
describe your domain. The modern development environment 
has not yet fully caught up to the object-oriented shift. All of 
the tools still rely on a file to be the container of source code. 
While some contain modeling capabilities as well, the models 

exist as different entities than the file and its code. The tools 
need to evolve to support modern software development; they 
need to merge the model view and the code view into a single 
entity. While this may seem like a radical shift, and it is, the 
new tools will be natural to developers. Developers already 
expect their classes to be organized by namespace; they do 
not really care about which file or directory contains what 
code [16].  

VI. CONCLUSIONS 
Object technology support the ability to build applications 

by selecting and assembling objects from libraries. If a 
developer must create a missing object to meet the 
application's requirements, that new object may be placed in a 
library for reuse in future applications. For many simple 
systems, the developer may use the available objects to form 
the entire application instead of writing code. More complex 
development efforts require the developer to modify the 
objects to meet specific requirements. Ontologies are 
promised to bright future. In this paper we propose that as 
ontologies are closely related to modern object-oriented 
software engineering, it is natural to adapt existing object-
oriented software development methodologies for the task of 
ontology development. This is some part of similarity 
between descriptive ontologies and database schemas, 
conceptual data models in object oriented are good applicant 
for ontology modeling, however; the difference between 
constructs in object models and in current ontology proposals 
which are object structure, object identity, generalization 
hierarchy, defined constructs, views, and derivations. We can 
view ontology design as an extension of logical database 
design, which mean that the training object data modelers 
could be a promising approach. An ontology use the 
equivalent of database schema But ontology represent a much 
more richer information model than normal database schema, 
and also a richer information model compared to UML 
class/object model. 

Ontology is different from object-oriented modeling 
(represented in UML) in several ways. First, the most 
profound difference is that the ontology technology is 
theoretically found on logic. While ontology allows 
automated reasoning or inference, object-oriented modeling 
does not. Another difference is the treatment of properties; 
while the ontology technology treats properties as the first-
class citizen, the object-oriented modeling does not. That is, 
while the ontology technology allows inheritance of 
properties, the object-oriented modeling does not. While the 
ontology technology allows arbitrary user-defined 
relationships among classes (a type property), the object-
oriented modeling limits the relationship types to the 
subclass-superclass hierarchical relationship. While the 
ontology technology allows adding properties to relationships 
such as symmetry, transitivity, and inversion so that they are 
used in reasoning, the object-oriented modeling does not. 
While the ontology technology allows multiple inheritances 
among classes and also among properties, the object-oriented 
modeling allows only single inheritances. Despite theses 
differences, object-oriented modeling and UML are accepted 
as a practical ontology specification, mostly because of their 



wide-spread use in industry and the multitude of existing 
models in UML. There is an on-going effort to add logic 
capability to object-oriented modeling, represented by OCL 
(Object Constraint Language).It is very make sense to attempt 
to highlight similarities as well as significant differences in 
the approach. Ontologies are meant to describe and explain 
the world, while object model (database) are meant to 
describe that part of the world whose representation has to be 
managed for some application purpose. Overcoming 
differences is a meaningful way to benefit one domain with 
results from the other domain. The bottom line is that object-
oriented software development methodologies show promise 
as a basis for ontologies methodologies. 

Ontology is not meant to replace various software 
technologies in the procedural computation category, such as 
Java, SQL, data mining, statistics, etc. Instead, ontology 
brings most value when it is used in combination with such 
procedural technologies. For example, ontology cannot 
replace data-mining algorithms based on pattern matching or 
statistical techniques. However, it can help make data-mining 
procedures more efficient, adaptive, and smart by 
externalizing and organizing domain knowledge the data-
mining algorithms use in ontological models. For another 
example, ontology cannot replace software-engineering 
technology using object-oriented analysis and modeling. 
However, it can help software-engineering tools validate the 
generated models by externalizing and organizing metadata of 
the models in ontological models. For yet another example, 
ontology is not meant to replace database technology for 
storing large-scale data sets. However, it can be used with 
databases to provide a conceptual view of various data 
sources scattered in a number of databases with an ontological 
model, and virtually integrate (federate) the data sources 
without replicating data instances. 
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