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Abstract—Hybrid systems exhibit both discrete and continuous behavior and thus are notoriously heterogeneous and complex. Over years, there are abundant tools for simulation and verification of hybrid systems. The goal of this paper is to review existing tools as well as presenting recent developed tools for simulation and verification of hybrid systems through classical examples in hybrid academia. Specifically, we use Bouncing Ball, Tank, and Thermostat as three examples to illustrate simulation tools of BHPC and Hybrid Chi formalism. In a similar way, classical hybrid system examples (e.g. bouncing ball and tank) are used to illustrate the applicability of the verification tools of KeYmaera, HySAT, and iSAT. Afterwards we give a comparative summary for these tools.
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1 Introduction

Hybrid systems are systems that exhibit both discrete and continuous behavior. Such systems have proved fruitful in a great diversity of engineering application areas including air-traffic control, automated manufacturing, chemical process control and system control. Also, hybrid systems are notoriously heterogeneous and complex. Rapid software/hardware development cycle increased demand for the advanced design and implementation methods. Over the years, formal methods have been put forward as a tool for modeling and analyzing hybrid systems. Usage of formal semantics and syntax allows unambiguous specifications of the systems, and in such a way provides means for rigorous analysis of correctness and performance properties. Several reasons generated much interest in formal techniques.

- Unambiguous models. Formal modeling languages allow defining systems unambiguously, because syntax and semantics are defined formally, and that includes means to define non-deterministic and stochastic behavior precisely, too. Moreover, for the same reasons, unambiguous refinement and code generation techniques can be applied.

- Strict analysis techniques. Because models are defined using languages with strict semantics, rigorous reasoning about models is possible. Model checking, theorem proving and specifically designed algorithms, e.g. for stability analysis [26], can be used.

There are several types of formalisms for specification as shown below.

- Algebraic specifications: Algebraic specification [8] is a formal process of refining specifications to systematically develop more efficient programs. Over the years, through the novel language constructs and well-defined formal semantics, several hybrid process algebras with efficient algorithmic differentiation equation solvers [12], hybrid Hybrid Chi [7] and Behavioral Hybrid Process Calculus [25] have been developed. They can be effectively used to formally specify hybrid systems. Diverse case studies (e.g. [30], [31]) show that process algebraic formalisms and their tool-sets can be effectively applied for the formal modeling and analysis of the behavior of hybrid systems.

- Automaton based specifications: The automaton based specification is a popular formalism that is used for representing both discrete and continuous processes of hybrid systems within a unified framework. Languages that are tailored for describing models of hybrid systems have been proposed in the past, some of which have become quite popular. Many of these languages come with their own set of analysis tools. Early work on formal models for hybrid systems includes phase transition systems [1] and hybrid automata [5,15]. These models were further generalized with the introduction of compositionality of parallel hybrid components in hybrid I/O automata [27] and hybrid modules [4,28].

- Some other specifications: In the past, some researchers investigated the languages and tools of
2 Simulation of Hybrid Systems

In this section we present several hybrid system simulation examples.

2.1 Selected Examples

Example 2.1 (Bouncing Ball). Bouncing ball is a common example of hybrid process algebra systems. The system [25, pp. 12, 86] consists of one ball and a ground plane. The ball in the system is defined by its altitude \( h \), vertical speed \( v \) and the constant \( c \), which describes the energy that is lost on every bounce. Also, the ball is constantly affected by the gravitational acceleration \( g = 9.81 \).

Example 2.2 (Tank). The fluid level in a tank is controlled through a monitor, which continuously senses the fluid level and turns a pump on and off. The fluid level changes as a piecewise linear function over time. When the pump is off, the fluid level, denoted by a variable \( y \), falls by 2 units per second; when the pump is on, the fluid level rises by 1 units per second. It is required to keep the fluid level between 1 and 12 units. The pump receives a signal from a monitor delayed by 2 time units. Thus, the signals to turn the pump on and off should be sent before the threshold is reached.

See detailed description in [25, pp. 15]

Example 2.3 (Thermostat). A thermostat is one of the best-known introductory examples of hybrid systems. The room temperature is controlled by a thermostat, which continuously senses the temperature and switches a heater on and off. The temperature changes are defined by the ordinary differential equations. When the heater is off, the temperature decreases according to the exponential function \( l(t) = \theta e^{-Kt} \), where \( t \) is time, \( l \) is the temperature in the room, \( \theta \) is the initial temperature, and \( K \) is a constant determined by the room. Thus, the signals to turn the pump on and off should be sent before the threshold is reached.

See [25, pp. 13] for more details.

2.2 Bhave Toolset

2.2.1 Examples

Example 2.4 (Bouncing Ball). Formal specification of Bouncing ball from Example 2.1 in BHPC is rather simple.

\[
\text{BouncingBall}(h, v) = \\
[ h' = v ; \quad // \text{dh/dt} = v \\
  v' = -9.81 \quad // \text{dv/dt} = -g \\
  | h \quad // \text{when h = 0, stop} \\
  . \text{bounce} (v' = 0; ) \quad // \text{bounce action}
\]
The process \( Qi(time) \) is invoked, which changes the parameters for the simulation – the parameter “step” defines the integration interval length for the DAE solver. Then, a BouncingBall process is invoked with the initial parameters \( h = 12 \) and \( v = 20 \).

The system consists of two processes:

- **BouncingBall** process defines the trajectory and the bounce action of the ball. The motion is described by the derivative of the altitude, which is the vertical speed \( v \). The speed is affected by the acceleration \( \ddot{v} = -g \). This motion is executed until the ball touches the ground plane \( (h = 0) \) and a discrete bounce action is executed. As the ball bounces, a fraction \( c = 0.7 \) of its energy is lost, and the ball changes the direction upwards.

- The process **main** is the simulation entry point. A discrete action setParams is invoked, which changes the parameters for the simulation.

Figure 1 displays the results of bouncing ball simulation. It shows the speed and altitude change over time together with the discrete action bounce. Visualization of the model evolution is generated by using a prototype Message Sequence Plot (MSP) visualization application [24, 32, 39], proposed in [25, pp. 120-123]. MSP displays the changes of the system’s process variables together with the actions that are performed.

The energy of the system is reduced by a fraction in every bounce, which results in a shorter time span with every bounce. This leads to Zeno behavior [25, p. 124], where the system tries to execute an infinite amount of bounces in a finite amount of time. The simulator prevents such behavior by forcing a small fraction of the initial integration interval to simulate regardless of the trajectory exit conditions and checks the result after the first step. Such...
situation can be seen in the 16.4 second of the simulation, when the error is printed.

**Example 2.5** (Tank). Formal specification of Tank from Example 2.2 in BHPC.

```plaintext
const L_min = 1;
const L_max = 12;
const inflow = 1;
const outflow = -2;

tank(1) = [ l' = outflow | l - L_min ]
   . on
   [ l' = inflow | L_max - l ]
   . off
   . thermostat(1);

main() = setParams{step=1e-2;tStop=30}.
tank(5);
```

See simulation results in Figure 3

**Example 2.6** (Thermostat). BHPC specification of Thermostat from Example 2.3. Temperature is maintained between temp_on (tempOn) and temp_off (tempOff).

```plaintext
const K = 0.1;
const H = 22;
const tempOff = 20.5;
const tempOn = 18.5;

thermostat(1)
   = [ l' = 0 - K * l | l - tempOn ]
   . on
   . [ l' = K * ( H - l ) | ( tempOff - l ) ]
   . off
   . thermostat(1);

main() = setParams{step=1e-1;tStop=30}.
   thermostat(19);
```

See simulation results in Figure 5

### 2.3 Simulation of Hybrid Chi: Hybrid Chi Python Simulator

**2.3.1 Examples**

**Example 2.7** (Bouncing Ball). Formal specification of Bouncing ball (Example 2.1) from http://se.wtb.tue.nl/sewiki/chi/ hybrid_examples/bouncing_ball in Hybrid Chi is the following.

```plaintext
model bounceball()
   ![cont h: real= 20.0
   , cont v: real= 0.0
   , var c : real= 0.5
   , var g : real= 10.0
   :: eqn dot h = v
   , dot v = -g
   ||*( h <= 0.0 -> v:= -c*v; v <= 0.0 -> skip) ]
]
```

Simulation results are depicted in Figure 2.

**Example 2.8** (Tank). Formal specification of Tank from Example 2.2 in Hybrid Chi specified in CIF [6].

```plaintext
model TankControllerSimpler()
   ![extern var V: cont real = 5
   , Qi, Qo: alg real
   ; n: disc nat = 0
   :: ![ mode physics = inv dot V = Qi - Qo
   & Qi = n
   & Qo = -2 * (n-1)
   :: physics
   )]
]
```

(Advance online publication: 19 August 2010)
now do n := 1 goto opened
, opened = when V >= 12
now do n := 0 goto closed
closed
:: closed
)
}
]

See simulation results in Figure 4

**Example 2.9** (Thermostat). Formal specification of Tank from Example 2.3 in CIF [6].

```cif
model Thermostat() =
| [ extern var l: cont real = 19
; n: disc nat = 0
:: | ( mode physics = inv
dot l = 0.1 * (22 * n - l)
:: physics
)|
||
| ( mode off = when l <= 18.5
, on = when l >= 20.5
now do n := 0 goto off
:: off
)|
]

See simulation results in Figure 6

### 3 Verification of Hybrid Systems

As mentioned previously, modeling and verification of hybrid systems are complicated by their heterogeneous nature as well as their sheer complexity. Existing modeling techniques for hybrid systems rely upon semantics to represent the relationship between the discrete and continuous features of a hybrid system.

However, modeling and analyzing a hybrid system with all of its details always results in state explosion. Nevertheless, over the years, various techniques, algorithms, specification logics and software tools have been developed for simplifying hybrid system models to achieve certain verification goals.

For illustration purpose, in this section, we present three recent developed verification tools for hybrid systems: KeYmaera, HySAT and iSAT along with some classical hybrid system examples from literature. It is worth mentioning that some materials presented in this section are taken from [23, 20, 21].

#### 3.1 KeYmaera

KeYmaera is an automated and interactive theorem prover for a natural specification and verification logic for hybrid systems. KeYmaera supports differential dynamic logic (dL) and program notation for hybrid automata. KeYmaera is particularly suitable for verifying parametric hybrid systems and for verifying collision avoidance in case studies from train control [38] and air traffic management [37].

More precisely, KeYmaera is a verification tool for hybrid systems and built as a hybrid theorem prover for hybrid systems. KeYmaera separates the overall verification work flow into two phase. In the first phase one specifies the hybrid system that one would like to verify along with its correctness properties. In the second phase, one can use KeYmaera and its automatic proof strategies to verify the specified property of the hybrid system.

In KeYmaera, the behavior of hybrid systems can be specified in a program notation called hybrid program with the following syntax:

- \( a := b \) Sequential composition that does \( a \) first and then \( b \), where \( a \) and \( b \) are typical names.
- \( x:=t \) Discrete assignment/jump assigning the value of \( t \) to variable \( x \).
- \( x:=* \) Random assignment assigns any real value to variable \( x \) non-deterministically.
- \( \text{if}(F) \text{ then } a \text{ fi} \) If-then statement, performs \( a \) if \( F \) holds and does nothing otherwise, where \( F \) is a formula of (possibly non-linear) real arithmetic (possibly including quantifiers).
- \( \text{if}(F) \text{ then } a \text{ else } b \text{ fi} \) If-then-else statement, performs \( a \) if \( F \) holds and performs \( b \) otherwise.
- \( ?F \) State assertion testing whether formula \( F \) is true in current state (otherwise abort).
- \( a++b \) Non-deterministic choice following either \( a \) or \( b \).
- \( \text{while}(F) \text{ a end} \) While loop, repeats \( a \) as long as \( F \) holds, stops before doing \( a \) only if \( F \) is false (\( a \) will not be stopped in the middle just because \( F \) becomes false at some intermediate state during \( a \)).
- \( a^* \) Non-deterministic repetition, repeating \( a \) arbitrarily often including 0 times.
- \( \{x'=t,y'=s, F\} \) Continuous evolution along differential equation system with terms \( t,s \), optionally with domain of maximum evolution or invariant region \( F \), where \( x \) and \( y \) are variables; and \( x' \) denotes the time time-derivative of \( x \). This domain constraint \( F \) needs to be true at every time during the evolution, otherwise the system needs to stop following this continuous mode and move on. One
can use systems of differential equations, differential-algebraic equations, differential inequalities, and differential equations with disturbances.

- \( \{ x'=t, y'\leq s, y'>=r, F \} \) Continuous evolution along system of differential equations and differential inequalities with terms \( t, s, r \), optionally with domain of maximum evolution or invariant region \( F \). The time-derivative of \( y \) needs to stay within \( r \) and \( s \) all the time.

- \( \{ \exists R \ u; (x'=t & y'=s & F) \} \) Continuous evolution along system of differential-algebraic equations with disturbance \( u \) (which may occur in the terms \( t, s \) and formula \( F \)), optionally with domain of maximum evolution or invariant region \( F \).

- \( R x \) Variable declaration, declaring \( x \) as a real variable (either a state variable or auxiliary variable).

- \( R x, y, z \) Variable declaration, declaring \( x, y \) and \( z \) as real variables.

The rest of this section presents two hybrid system examples that are simple enough to be handled and complex enough to expose the strength of the verification tool KeYmaera.

### 3.1.1 Bouncing Ball

A slight variant of the Bouncing ball example presented in Section 2.1 - a ball falls from height \( h \) and bounces back from the ground (\( h = 0 \)) after an elastic deformation (see Figure 7). The current speed of the ball is denoted by \( v \), and \( t \) is a clock measuring the falling time. We assume an arbitrary positive gravity force \( g \) and that the ball loses energy according to a damping factor \( 0 \leq c < 1 \).

The ball loses energy at every bounce, thus the ball never bounces higher than the initial height. This can be expressed by the safety property \( 0 \leq h \leq H \), where \( H \) denotes the initial energy level, i.e., the initial height if \( v = 0 \). The above problem specification states that the ball never bounces higher than that, i.e., it always remains within the region \( 0 \leq h \leq H \) when it starts jumping in an appropriate state.

The hybrid program of the bouncing ball is given below (note that the block \( \text{\textbackslash problem\{...\} } \) is used to introduce a problem specification for verification in KeYmaera):

```plaintext
\problem {
/* 
* h = height 
* v = velocity 
* H = height limit 
* g = gravitation 
* c = elastic dampening factor
* at floor (h=0)
*/
/* state variable declarations */
[ R h,v,t; R c,g,H ]
/* initial state characterization */
g>0 & h>=0&t>=0 & 0<=c&c<1 & v^2<=2*g*(H-h) & H>=0
-> /* implication */
/* system dynamics */
( /* falling/jumping */
{h'=v,v'=-g,t'=1, h>=0};
if (t>0 & h=0) then /* if on ground */
v := -c*v; /* bounce back */
t := 0
fi.
)*/ /* repeat these transitions */
/* safety / postcondition */
(0<=h & h<=H)
}
```

KeYmaera was applied successfully to verify the safety property (i.e. \( 0\leq h & h\leq H \)) of the hybrid program describing the behavior of the bouncing ball. This also concludes that the bounces of the ball always remain within the expected region.

### 3.1.2 Water Tank

A slight variant of the Tank example presented in Section 2.1 - a water tank (see Figure 8) regulates water level \( y \) between 1 and 12 by filling or emptying the water tank. The hybrid automaton based specification of the water tank is given in Figure 9 (note that \( x \) denotes the outgoing water level).
The hybrid program of the water tank is given below:

```plaintext
problem {
    /* state variable declarations */
    \[ R y, x, st; x:=0; y:=1; st:=0 \] ( /* initial state characterization */
    st = 0
    -> /* implication */
    \[ /* system dynamics */
    (/* repeat the following discrete or continuous transitions */
    (?\(st=0\);
      (?\(y=10\); x:=0; st:=1)
      ++ \{x'=1,y'=1, y<=10\}
    )
    ++ (?\(st=1\);
      (?\(x=2\); st:=2)
      ++ \{x'=1,y'=1, x<=2\}
    )
    ++ (?\(st=2\);
      (?\(y=5\); x:=0; st:=3)
      ++ \{x'=1,y'=-2, y>=5\}
    )
    ++ (?\(st=3\);
      (?\(x=2\); st:=0)
      ++ \{x'=1,y'=-2, x<=2\}
    )
    )*@invariant(1<=y & y<=12
    & (st=3-> (y>=5-2*x))
    & (st=1 -> (y<=10+x)))
    /* safety / postcondition */
    \] (1<=y & y<=12)
}
```

KeYmaera was applied successfully to verify the safety property (i.e. \(1<=y & y<=12\)) of the hybrid program describing the behavior of the water tank. This also concludes that the water level \(y\) is always between 1 and 12 by filling or emptying the water tank.

### 3.2 HySAT and iSAT

This section briefly presents two bounded model checkers for hybrid systems.

#### 3.2.1 Bounded Model Checking for Hybrid Systems

Bounded model checking (BMC) aims at checking whether a hybrid system has a run of bounded length \(k\) which

- starts in an initial state of the hybrid system;
- obeys the hybrid system transition relation;
- ends in a state in which a certain (desired or undesired) property holds.

The goal of BMC is to construct a formula which is satisfiable if and only if a trace with above properties exists. In case of satisfiability, any satisfying valuation of this formula corresponds to such a trace.
3.2.2 HySAT

HySAT is a satisfiability checker (SAT) for Boolean combinations of arithmetic constraints over real and integer valued variables. A peculiarity of HySAT, which sets it apart from many other solvers, is that it is not limited to linear arithmetic, but can also deal with nonlinear constraints involving transcendental functions. The algorithmic core of HySAT is a tight integration of recent SAT solving techniques with interval-based arithmetic constraint solving. For technical details, see [20].

3.2.3 iSAT

iSAT is the successor tool of HySAT which was developed to facilitate automated reasoning about large Boolean combinations of non-linear arithmetic constraints involving transcendental functions. The algorithmic core of iSAT is based on a tight integration of recent DPLL-style SAT solving techniques (like lazy clause evaluation, conflict-driven learning, non-chronological backtracking, and restarts) with interval-based arithmetic constraint solving. For technical details, see [21].

3.2.4 Outline of Verified Examples

A series of benchmark examples of hybrid systems including the bouncing ball and railroad crossing was carried out to evaluate the performances of HySAT and iSAT. In addition to provide counterexamples which are a salient feature of model checking that help users to understand the problem in a faulty design, HySAT and iSAT can also be used to search for a counterexample in executions whose length is bounded by some integer k. If no bug is found then k is increased until either a bug is found, the problem becomes intractable or some pre-known upper bound is reached.

For instance, in the bouncing ball example, HySAT and iSAT can be applied to find an initial height and an initial velocity so that the ball hits the ground which is located at a certain distance from the starting point. They can also be used in the railroad crossing example to verify the property: "When the train is within 10 meters to the gate, the gate is always fully closed" and to determine in quantity that the violations are possible for certain time delay of controller and the trace length of the verification/execution.

4 Summary and Future Work

In this paper we review existing tools as well as presenting recent developed tools for simulation and verification of hybrid systems through classical examples in hybrid academia. Below is a comparative summary for these tools we present in this paper.

- **Behavioural Hybrid Process Calculus (BHPC)** is a hybrid process algebra which was specifically designed for the description of the dynamic behavior of hybrid systems along with a powerful simulator called Bhave toolset. Currently, simulation results obtained by means of the BHPC simulator can also be visualized and analyzed via Message Sequence Plots (MSP).

- **The Hybrid Chi formalism** is suited to modeling, simulation and verification of hybrid systems. The semantics of Hybrid Chi is defined by means of deduction rules (in SOS style) that associate a hybrid transition system with a Hybrid Chi process. The Hybrid Chi formalism integrates concepts from dynamics and control theory with concepts from computer science, in particular from process algebra and hybrid automata. Its 'consistent equation semantics' enforces state changes to be consistent with delay predicates, that combine the invariant and ow clauses of hybrid automata.

- **KeYmaera** is an automated and interactive theorem prover for a natural specification and verification logic for hybrid systems. KeYmaera supports differential dynamic logic (dL), and is particularly suitable for verifying parametric hybrid systems and for verifying collision avoidance in case studies from train control [38] and air traffic management [37].

- **HySAT** is a satisfiability checker for Boolean combinations of arithmetic constraints over real and integer valued variables. One of important features of HySAT is that it is not limited to linear arithmetic, but can also deal with nonlinear constraints involving transcendental functions [17].

- **iSAT** is the successor tool of HySAT which was developed to facilitate automated reasoning about large Boolean combinations of non-linear arithmetic constraints involving transcendental functions.

Hybrid systems are notoriously heterogeneous, complex and with different characteristics. These characteristics necessitate the analyze and compare the available tools. Therefore users may choose the appropriate tool for their specific investigated system.
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