
 

 

Abstract—Scratch has widely been recognized for its ability 

to teach children programming skills and helps to develop 

self-confidence. This study proposes another target group of 

audience who can capitalize on Scratch to reap multifold 

benefits—educators. Educators have been reluctant towards 

adopting new pedagogies to teach because of the difficulties 

faced when learning the advanced technologies the pedagogies 

are built on. By using modularized Scratch programming code 

templates, educators can develop a wide variety of interactive 

media content, ranging from games to interactive art, in order to 

better engage their students and increase learning effectiveness. 

This study demonstrates how modularized Scratch 

programming is easy to learn and produces interactive media 

reflecting the use of new education pedagogies. We created a set 

of Scratch code modules for the development of computer games 

to show how the modules can be used to develop a variety of 

educational games, including but not limited to business 

simulation games and adventure games to meet various learning 

objectives. 

 
Index Terms—Modularization, Interactive Media Content, 

Scratch Programming, Media-rich Graphic User Interface, 

Learning Effectiveness 

 

I. INTRODUCTION 

CRATCH is a media-rich programming environment 

developed by the Massachusetts Institute of Technology 

(MIT) Media Lab developed in 2007 [1] to encourage 

programming regardless of background and prior 

programming experience [2]. 

 

Scratch was developed with the main objectives of enhancing 

programming literacy amongst youths, especially those in less 

economically affluent communities. Through a 

simple-to-learn graphic user interface (GUI), Scratch prides 

itself as an effective platform to introduce programming to the 

young. Beyond the technical skills learnt, Scratch hopes to 

teach the young problem solving skills and boost their 

self-confidence [3].  

 

Whilst Scratch‘s target audience is the young, this paper 

suggests another target audience who can benefit from 
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Scratch‘s intuitive and easy-to-learn features—educators. 

This is achieved using a programming technique known as 

code modularization. Code modularization involves a variety 

of code blocks divided according to the programming 

objectives. Earlier studies have popularized this technique, 

applying it to thousands of lines of codes in legacy systems 

[4]. We will demonstrate how code modularization can be 

applied to comparatively simpler programming using Scratch. 

 

The purpose of this study is to show how educators can 

develop interactive media content using Scratch to engage the 

students in the classroom using modularized Scratch codes. 

Interactive media content is defined as media developed from 

new ICT technologies, including but not limited to: computer 

games, animation, videos and interactive art. In this study, all 

interactive media content are products developed from 

Scratch. 

 

Earlier works have re-affirmed the value of meaningful and 

motivating interactive learning tools in classroom teaching 

[5]. Hence, by using the interactive media content as teaching 

aids to complement traditional teaching methods, teachers can 

engage their students more in the learning process and thus, 

increase learning effectiveness.  

 

There have been many suggested approaches to implement 

such new pedagogies in the teaching of specific subjects such 

as physics [6] and mathematics [7], but this study aims to 

provide a more generic approach towards introducing new 

pedagogies. 

 

By incorporating the code modularization technique used in 

software engineering, this new pedagogical approach can be 

easily developed by educators to customize to their own 

needs. Through the explanation of how modularization of 

Scratch programming code is executed as well as a case study 

of how the modularization was implemented to develop 

interactive media content at an educational enterprise, we 

hope to convince educators that development of interactive 

media content using Scratch is effective and easy to 

accomplish. 

 

II. SCRATCH IN EDUCATION 

The application of Scratch in education has been widely 

discussed, with previous studies attempting to extend its 

influence beyond young children. In one study [8], Scratch 

was deployed in higher education, where it was used as an 

introduction to programming in Harvard summer school‘s 
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Results from this study were promising as 76% of the students 

felt that they had benefitted from Scratch, especially those 

with no prior programming experience. 

 

This study aims to further extend Scratch‘s influence beyond 

the student to the educator. If Scratch is an effective learning 

tool, then it is important for educators to know how to use it so 

that they can harness and maximize the benefits associated 

with the programming language. 

 

Prior studies have shown how educators have been unwilling 

to use new pedagogies to teach in the classroom [9]. The 

technologies suggested in the pedagogical approaches are 

frequently studied by researchers and there has been 

consensus on their ‗effectiveness‘. However, the technologies 

are rarely implemented in actual classrooms to enrich the 

educational process. 

 

Two reasons are cited for the educators‘ unwillingness 

towards using the technologies in the classroom: they are not 

familiar with the available information-communication 

technologies (ICT), and even if they are, it is difficult to keep 

up with the rapid pace of development. As asserted by the 

study, effective integration of the technologies require the 

learners (students) to be the focus and educators should not 

spend significant amounts of time and effort to learn how to 

use the technologies to teach. 

 

Scratch has the potential to pervasively introduce ICT 

technology as teaching aids in the classroom. As a media-rich 

environment which empowers users to create various media 

including animations, games and interactive art, Scratch is 

highly versatile and customizable, yet easy to learn and 

implement. 

 

Scratch was developed to encourage self-exploration of 

programming and individual learning [10]. However, the 

programming process proposed in this study is one where 

educators have more control over and the results can be 

monitored. We believe this to be more beneficial and 

appealing to educators because they are able to meet the 

learning objectives for their students, and if these objectives 

are not met, the necessary improvements can be implemented. 

Also, the educators will be able to monitor the progress of the 

students, thereby enhancing the appeal of this process for 

educators compared to letting students freely explore Scratch 

on their own; where the outcomes are uncontrollable and 

educators are unable to judge whether the learning objectives 

have been achieved [11]. 

 

III. MODULARIZATION OF CODE 

Even with its intuitive GUI and easy to learn functions, 

programming in Scratch still involves programming codes, 

although the language is presented in a more visual and 

graphical style. Scratch breaks down traditional code 

languages into code fragments, otherwise known as ―blocks‖. 

Using these blocks of code, Scratch programmers drag and 

drop the blocks into scripts to develop programs and content, 

as seen in Figure 1. 

 

 
Fig. 1.  Drag and drop blocks of code to provide ‗instructions‘ 

 

Traditionally, new Scratch programmers would develop large 

blocks of continuous code in order to achieve specific 

content. These large blocks of code are analogous to a 

storyline, where programmers insert blocks to command the 

program to run from the start to the end continuously. An 

example of programming using large blocks of code is shown 

in Figure 2. 

 

 
Fig. 2.  A large block of programming code with instructions from start to 

end. 

 

This form of large-block coding in Scratch is simple and gives 

the programmer a sense of continuous flow during the 

development of content, hence is commonly used. 

Programmers can easily identify logic or semantic errors by 

analyzing the flow of the whole block of code. 

 

However, this method of programming is only suited for 

personal self-exploration of coding in Scratch, like how it is 

used in current educational contexts where the young are 

encouraged to develop their own programs at their own 

individual free-will. Such large-block coding is not suitable 

for educators‘ use, because it is too complex and inefficient. 

 

Large-block coding is complex because programmers have to 

understand the logic of the entire programming code block. 

Despite its easy-to-learn GUI, it still involves learning of the 

programming code blocks and requires practice in order for 

interactive media content to be built. The hassle educators 



 

have to go through in learning and practicing Scratch 

programming in order to develop their own customized 

content is the core reason why educators are unwilling to 

adopt ICT technologies in the curriculum. Thus Scratch 

programming should not be complex and educators should 

not need to devote significant time and effort to learn or 

practice how to implement the programming code blocks. 

 

The solution we propose in this study to address the 

aforementioned problem was used to solve a similar problem 

in an earlier study. The concept of clean modularization and 

reusing existing code to enhance the appeal of programming 

was demonstrated in the introduction of AspectJ, a new 

extension to the Java programming language, to developers 

[12]. 

 

Also, large-block coding is highly inefficient, because every 

time an educator wants to develop new content to suit their 

students‘ needs or the curriculum needs, they would have to 

create a whole new block of code. Previous blocks of code 

created by either themselves or others cannot be used because 

they are created for a highly focused purpose and modifying 

existing blocks of code could be even more inefficient and 

problematic than programming new code. 

 

In view of the problems associated with large-block coding, 

this study proposes modularization of the coding blocks in 

Scratch. Modularization of code is defined as the 

development of customized interactive media content using 

modularized code templates. Earlier studies have 

demonstrated how self-contained, side-effect free code 

modules can be developed in order to maintain the structural 

integrity of legacy systems [13], indicating how code 

modularization can be adapted to solve a similar problem, as 

in the case of this study.  

 

Modularized code templates are smaller blocks of code; each 

modularized code template serves a unique purpose, and 

when all the templates are linked to each other, the similar 

outcome is achieved as compared to large-block coding. 

These templates would be used to develop the customized 

interactive media content each educator requires. 

 

It is important to recognize that the modularization of code is 

not breaking down the large blocks of code per se; the 

modules of code template are developed based on purpose, as 

described in [14]. For example, the most fundamental code 

template which any animation or game media content 

developed in Scratch would have is the ―Start Script-Stop 

Script‖ code module template. This short block of code 

provides the simple instructions of when to start running the 

scripts in the animation/game and when to stop. Figure 3 

shows the code module. 

 

Hence, this demonstrates how modularization of code is 

different from simply breaking the large code down into 

smaller blocks; the ―Start Script‖ code and ―Stop Script‖ code 

would be in different code modules if the latter method is 

used. Also breaking down large code serves little use, for the 

code modules are but continuations of the previous modules 

and the same problems of complexity and inefficiency would 

still not be solved. 

 

 
Fig. 3.  The fundamental modular code template—―Start Script-Stop Script‖ 

 

Through the modularization of codes based on each code 

block‘s purpose, both problems of complexity and 

inefficiency would be addressed effectively. With each code 

block serving a unique purpose, educators can easily change 

the details to suit their purposes. For example, if the educator 

wants to change the point scoring system in the game s/he is 

developing, s/he only needs to change the score item on the 

code block as seen in Figure 4 and the scoring system would 

be changed according to preferences. 

 

 
Fig. 4.  Change the decision or item command to modify the point scoring 

system 

 

In order to decide on which code module templates are to be 

made available for each type of interactive media, education 

policy makers would need to discuss and collaborate with 

programmers. For the purpose of discussion in this study, we 

propose four fundamental code module templates to develop 

a specific type of interactive media—computer games. 

 

Start-Stop Code: As discussed earlier, the start-stop code 

module is the most basic code module which instructs when to 

start and stop running the scripts (scripts are sequences of 

instructions given by the codes), causing the game to begin 

and end accordingly. 

 

Point Scoring Code: Educators who want to track the 

progress of students would use this code module to allocate 

points for the decisions made. When students play the game, 

they make certain decisions, and based on their choices, 

points are awarded and/or deducted.  

 



 

Character Animation: Most computer games would involve 

at least one character; this code module offers the basic 

functions of animations (e.g. walking) and dialogue (e.g. in 

speech dialog boxes) for each character. For multiple 

characters, this code module can be duplicated. 

 

Storyline: A game needs to have a storyline and a problem for 

gamers to solve; this code module helps to present the 

problem(s) faced in the game through text and graphic 

display. 

 

Samples of the start-stop code and point scoring code 

modules have been shown in the above figures (Figures 3 and 

4 respectively). Demonstrations of the character animation 

code and storyline code modules will be presented in the case 

study (Figures 5 & 7 and 6 & 8 respectively). 

 

IV. BENEFITS OF MODULARIZATION 

Beyond the increased simplicity and enhanced efficiency of 

modularizing Scratch codes, this process also offers multiple 

benefits. 

 

Firstly, through these smaller blocks of code which are 

classified according to purpose (e.g. point scoring), it is easier 

to spot logic and semantic errors and resolve the problems. 

With large code blocks, when an error is identified when 

previewing the output program, the programmer has to go 

through the whole block of code to identify the problem or 

semantic error. Upon identification of the problem, any 

change to the code could possibly affect other codes, resulting 

in more semantic errors and problems. For example, if the 

point scoring system for one game scenario is changed within 

the large block of code, the other point scoring systems for 

other game scenarios need to be changed similarly.  

 

However, with these smaller code blocks, any problems can 

be easily directed to the corresponding modular code block 

(e.g. if the point scoring system is not functioning as intended, 

the programmer works on the point system modular code 

block directly). Furthermore, the changes made in each code 

block are contained and only affect the relevant codes within 

the block itself. The independence of code blocks resulting 

from code modularization prevents a chain reaction from 

occurring after a change has been made to one line of code 

(i.e. codes which serve different purposes would not be 

affected by a change made in a specific code block). 

 

In addition, the development of the interactive media content 

would be more efficient because the code templates are 

developed for almost any variation of the specific type of 

interactive media. The modularized codes used in this study 

were developed to function as a game engine. By using these 

modular code templates, a wide variety of games can be 

developed to suit multiple purposes.  

 

Earlier studies conducted on code modularizations have 

shown how this technique provides a high degree of flexibility 

and code reusability [15], although a different programming 

language was used—Java. 

 

Hence, educators do not have to develop new blocks of code 

to cater to different students or different curriculum 

objectives; all that is required is to modify pre-existing code 

templates. Students can then look forward to a diversified and 

non-static learning experience.  

 

V. CASE STUDY OF MODULARIZATION 

In order to demonstrate how modularization of codes in 

Scratch can help to develop interactive media content more 

effectively, we implemented the technique to develop 

computer games in Build-It-Yourself (BIY) [16]. 

 

BIY is an enterprise which conducts workshops to encourage 

children (aged 10-12) to solve problems creatively using 

technology. The skills taught to the children are 

ICT-enhanced skills such as team work and documentation 

skills. In order to understand and assess how effective BIY‘s 

workshops have been in teaching the children these 

ICT-enhanced skills, two computer games were created using 

the same modularized Scratch game code: The Computer 

Tycoon and Fix the Robot. 

 

The purpose of developing these games—to measure soft 

skills, could possibly be one of the main reasons why 

educators would use interactive media content as an 

alternative/complementary teaching tool, in recognition of the 

ineffectiveness of traditional assessment methods involving 

the pen-and-paper tests in measuring skills [17]. 

  

The Computer Tycoon is a business simulation computer 

game where the gamer runs a computer trouble-shooting 

business and has to make decisions in order to overcome the 

problems s/he faces. Based on the decisions made, points are 

awarded for sound and logical decisions, and the total score of 

the game is the reflection of the level of competency of the 

child‘s ICT-enhanced skills. Figure 5 shows the instructions 

of the game (developed from storyline code) whilst Figure 6 

shows one of the decisions the gamer has to make—choosing 

a business partner (developed from character animation 

code). 

 

 
Fig. 5.  The ‗Instructions‘ screen on the preview pane on the right, the 

modified modularized code template on the scripts pane on the left. 

 

 



 

 
Fig. 6.  One of the decisions the gamer has to make—choosing a business 

partner 

 

Fix the Robot is an adventure game developed from the same 

modularized code templates. Utilizing the same point scoring 

system and coding instructions, the score from the adventure 

game also aims to reflect the level of competency of the 

children‘s ICT-enhanced skills, albeit using a different genre 

of game. The gamer is presented with a situation: their robot is 

broken and they have to find out how to repair the robot as 

well as search for resources to rebuild it. Figure 7 shows the 

introduction of the problem to the gamer—that the robot is 

damaged (developed from storyline code). Figure 8 shows 

one of the decisions the gamer has to make—understanding 

the problem faced (developed from character animation 

code). 

 

 
Fig. 7.  Introducing the problem to gamers—the robot is damaged and the 

gamer has to repair it. 

 

 
Fig. 8.  One of the decisions the gamer has to make—What is the problem? 

 

From this case study, we have seen how a variety of media 

content, including but not limited to computer games can be 

developed with modularized code templates. Although both 

games differ in genre—The Computer Tycoon being a 

business simulation game whilst Fix the Robot being an 

adventure game, they stem from the same modularized code 

templates, hence demonstrating the versatility of 

modularizing Scratch codes.  

 

VI. CONCLUSION 

By understanding why new ICT technologies are unable to 

effectively pervade into the curriculum, the Scratch code 

modularization technique has yielded promising results in the 

development of customized interactive media content to 

better engage students. 

 

Furthermore, by leveraging on existing technologies proven 

to work in educational contexts (Scratch), development of 

these modularized programming code templates are easy to 

accomplish and can be efficiently deployed to meet a wide 

variety of objectives. The case study discussed earlier has 

shown but a few of the many capabilities and variants these 

modularized code templates can lead to. 

 

With Scratch widely available worldwide at zero cost, 

coupled with its intuitive, easy to learn features, we recognize 

the potential modularized Scratch code can have on 

classrooms worldwide, especially in less economically 

affluent communities. All that is needed to capture the 

attention of many young minds is a computer with Scratch 

interactive media content, and with the modularized Scratch 

codes, even the least developed and affluent of communities 

can provide children a fun, active and engaging learning 

experience. 

 

VII. FUTURE WORK 

Although modularization of Scratch code is very promising as 

discussed in this study, there has to be follow-up work in 

order to affirm and implement this strategy into curriculum 

for effective teaching. 

 

Future work would involve educators trying to develop 

various interactive media content using our modularized code 

templates to assess the level of intuitiveness and ease of use. 

This study only involves a theoretical discussion of how the 

Scratch code is simplified, but actual experimental studies 

with educators are required in order to effectively gauge how 

intuitive and efficient programming from these modularized 

Scratch codes are. 

 

It would be beneficial to conduct comparative studies; 

educators should attempt to develop their own interactive 

media content without any use of the modularized codes, then 

program with the modularized codes, and a more satisfying 

and efficient programming process for the latter study would 

augment this study‘s argument. 

 

The proposed follow-up experimentation would be to 

establish a hypothetical learning objective for educators to 

develop interactive media content (e.g. create an animation to 

demonstrate how an object, regardless of weight, falls at the 

same velocity at a given height). Given a fixed timeframe for 

the development (e.g. 3 hours), one group of educators will 

program without code module templates whilst the other 

group of educators will be provided code module templates to 

work with; each educator works individually. Upon 



 

completion of the experiment, the end-products of both 

groups of educators would be compared; a significantly more 

complete end-product and reduced occurrences of semantic 

errors for the group of educators provided with code module 

templates would indicate the effectiveness of this technique 

and encourage application in the real classroom setting. 

 

In addition, modularized code templates should also be 

developed for other interactive media content, because 

educators have varying needs and not all educators would 

want to implement games in their classroom teaching; they 

could prefer other interactive media such as videos and 

interactive art. Hence, by developing a wider variety of 

modularized code templates, educators would be further 

encouraged to adopt this strategy to transform the classroom 

teaching from a passive process to an active and engaging 

experience. 
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