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Abstract—A hardware Trojan is a malicious hardware virus that is incorporated into the LSI circuit by a designer as the LSI is being designed or manufactured. When the hardware Trojan trigger is not actuated, the LSI acts according to its own specifications. Therefore, a hardware Trojan is difficult to detect using general functional tests. Unlike a software Trojan, a hardware Trojan is difficult to identify from the outside and it cannot be removed since it is physically incorporated into the LSI. In previous studies that focus on hardware Trojan, a hardware Trojan is often incorporated into a cryptographic circuit. Since confidential information is generally protected using a cryptographic circuit, important information can be stolen by attacking that cryptographic circuit. In general, circuits that contain measures to protect them from illegal attacks (hereinafter referred to as countermeasure circuits) are often used as cryptographic circuits. In the future, fault attacks will be the most threatening type of illegal attacks. Measures that use back-check circuits are said to be the most effective against fault attacks. Since circuits that do not contain measures against illegal attacks (hereinafter referred to as non-countermeasure circuits) were used as Trojan circuits in previous studies, Trojan circuits are difficult to directly use as countermeasure circuits in systems that use back-check circuits. In order to examine a type of hardware Trojan that will have important implications for the future security of cryptographic circuits, the present study develops a new hardware Trojan for countermeasure circuits that can be used against fault attacks and verifies the validity of the new hardware Trojan.
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I. INTRODUCTION

Following the advancement of reverse-engineering technologies, 5% of semiconductors in the market are said to be imitations. An investigative report, published by the United States Department of Commerce Bureau of Industry and Security in January 2010, mentions that US military weapons were seriously damaged by imitations of electronic components using semiconductors. Recently, the threat of hardware Trojans in forged electronic components has become even more evident [1]-[27]. A hardware Trojan is a hardware virus. When predetermined conditions are satisfied, that malicious virus performs subversive activities, such as a system shutdown and the leaking of important information, without the LSI users even being aware of that activity.
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When the hardware Trojan trigger is not actuated, the LSI acts according to its own specifications. Therefore, a hardware Trojan is difficult to detect using general functional tests. Unlike a software Trojan, a hardware Trojan is difficult to identify from the outside and it cannot be removed since it is physically incorporated into the LSI. As noted in the investigative report mentioned above, in response to the specific hardware Trojan that infected the weapons used by the United States military, in 2007 the United States initiated a program to secure the reliability of the integrated circuits centering on the Defense Advanced Research Projects Agency.

In previous studies that focus on hardware Trojan, a hardware Trojan is often incorporated into a cryptographic circuit. Since confidential information is generally protected using a cryptographic circuit, important information can be stolen by attacking that cryptographic circuit. Previous studies on hardware Trojans can be roughly classified into studies that focus (1) on methods to detect a Trojan and (2) on Trojan circuits. A typical study belonging to the former group proposed a method to measure the electricity consumption and delay time of a chip without a Trojan virus and the researchers constructed a reference model. Consequently, a Trojan virus was detected by comparing the chip and the model.

A typical study belonging to the latter group paid attention to the two functional encryption and decryption blocks that are generally embedded into cryptographic circuits, and proposed a Trojan circuit into which a path connecting the encryption and decryption blocks was incorporated. In general, the path connecting two functional blocks does not exist in cryptographic circuits. Since previous studies on Trojan circuits used non-countermeasure circuits, countermeasure circuits are difficult to use as Trojan circuits. However, in general, countermeasure circuits are often used as cryptographic circuits.

In order to examine the security of future cryptographic circuits, the present study proposes a new hardware Trojan for countermeasure circuits. The present study also verifies the validity and effect of the proposed hardware Trojan by performing evaluation tests.

II. COUNTERMEASURE CIRCUIT AGAINST A FAULT ANALYSIS

A method using a back-check system was reported as a typical measure of the advanced encryption standard (AES) against a fault analysis[28]-[29] in a paper [30]. That method uses two clocks to perform the encryption processing of a round. In this way, encryption (decryption) of a 1/2 round is performed in the first clock and decryption (encryption) of a
1/2 round is performed in the second clock. The method also checks whether or not the intermediate value at the time of the previous round, which occurred a 1/2 round before, can remain. By performing this process, the intermediate value is confirmed as being unchanged during any given round. Using a key at the final round, the key value is also confirmed as being unchanged.

Figure 1 shows an actual circuit diagram. In Register1 in Figure 1, a value, obtained by performing an EXOR operation for a plane text and a master key, or an intermediate value obtained by performing the encryption processing for a 1/2 round, is stored. In Register2, the value in Register1 is stored in order to compare it to the value of the encryption processing recorded at the time of the round that occurred a 1/2 round before. In Register3, a 128-bit master key that has been input is stored. In Register4, it is assumed that the 128-bit key has been stored before the final round. The processing of each clock is explained using a diagram of operation examples in countermeasure circuits. In the explanation, variables Di and DiX represent intermediate values during the encryption processing (i expresses the number of rounds). In the first clock, an EXOR operation is performed for a master key stored in Register3 and an input plane text, and the output D0 of the operation is stored in Register1. The encryption processing of route (1) is performed for the D0 stored in Register1, and the result is fed back to Register1 as D1X. Simultaneously, the D0 stored in Register1 is delivered to Register2 through route (2). At this moment, D1X and D0 are not yet stored in Register1 and Register2, respectively. In the second clock, D1X and D0 are stored in Register1 and Register2, respectively. The decryption processing of route (1) is performed for the D1X stored in Register1 to obtain D0. This D0 is compared with the D0 stored in Register2 to confirm whether or not the intermediate value remains unchanged. When the intermediate value changes, back-check output 1 outputs an error. Subsequently, the encryption processing of route (3) is performed for the D1 stored in Register1, and the result is fed back to Register1 as D2X. Simultaneously, the D1 stored in Register1 is delivered to Register2.

In the third clock, D1 and D1X are stored in Register1 and Register2, respectively. The decryption processing of route (3) is performed for the D1 stored in Register1 to obtain D1X. This D1X is compared with the D1X stored in Register2 to confirm whether or not the intermediate value remains unchanged. When the intermediate value changes, back-check output 1 outputs an error. Subsequently, the encryption processing of route (1) is performed for the D1 stored in Register1, and the result is fed back to Register1 as D2X. Simultaneously, the D1 stored in Register1 is delivered to Register2.

The same procedure is repeated until the 21st clock, when the back-check of the D10X at the second half of round 10 is completed after the encryption processing at round 10 is completed. In the 21st clock, the back-check is performed for both the intermediate value of a cipher and for the secret keys. The key at the final round, which is obtained when round 10 is completed, is compared with the key at the final round previously stored in Register4 in order to confirm whether or not these two keys are the same. When a difference between these two keys is observed, back-check output 2 outputs an error.

A cipher is output only when no error occurs in each of the back-check operations all the way up to and including the operations conducted on the 21st clock.

III. PROPOSED HARDWARE TROJAN

For cryptographic circuits, secret keys are the most valuable information to be concealed. For countermeasure circuits, it is important to prevent the information of the secret keys from being leaked. When secret keys are directly output using a hardware Trojan, the possibility of detecting the output using a functional test is high.

In the present study, secret keys are not leaked due to the actuation of a Trojan; instead, secret keys are specified by annulling the countermeasures and by performing a fault analysis. In this way, the LSI acts according to its specifications in a functional test regardless of the type of input.
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Unlike the hardware Trojans that have been previously studied, the proposed Trojan is difficult to detect in the traditional LSI test environment. Therefore, the proposed Trojan causes a serious threat.

A. Countermeasure-annulled hardware Trojan

The present study proposes a new Trojan circuit for countermeasure circuits against the fault analysis explained in Section 2. For Trojan circuits, two factors are important to consider: the difficulty of detecting the virus and the leaking of valuable information. The difficulty in detection can be achieved by minifying the scale of a Trojan circuit and the leaking of valuable information can be achieved by leaking the information of the secret keys. Consequently, a hardware Trojan can present a serious threat.

By changing the back-check circuit section in Figure 1, a cipher is directly output even when a fault is mixed. Keys are specified by performing a fault analysis using a cipher that has been output (a cipher containing an operation error due to the mixing of a fault). Since no key information is directly output to the outside, the proposed hardware Trojan cannot be detected in general functional tests performed by persons other than attackers who know the conditions needed to actuate the trigger of the proposed hardware Trojan. The configuration and actions of the proposed hardware Trojan are explained using Figure 2.

In the proposed hardware Trojan, a coincidence judgment circuit for input plain texts is added before both back-check output 1 and back-check output 2, as shown in Figure 2. This coincidence judgment circuit checks whether or not a specific plain text (the Trojan trigger) is input. When a specific plain text is input, the results of back-check output 1 and back-check output 2 indicate that “no error occurred” regardless of the back-check results. When a specific plain text is not input (the Trojan trigger is not actuated), the results of back-check output 1 and back-check output 2 are directly output. In the case where the Trojan trigger is not actuated, when a fault is mixed during the encryption processing, the back-check output results indicate that “an error occurred.”

In other words, the LSI acts according to its specifications even when the Trojan trigger is actuated. In this important regard, the proposed hardware Trojan greatly differs from previously studied hardware Trojans.

B. Easy-to-attack hardware Trojan

The present study introduces both a countermeasure annulled hardware Trojan and a new easy-to-attack hardware Trojan, by which secret keys can be easily derived using fault attacks. A fault analysis based on key value estimation uses the humming distance between a cipher containing a fault and a correct cipher. The easy-to-attack hardware Trojan outputs a cipher containing a fault at the maximum humming distance from a correct cipher. Figure 3 shows a circuit block diagram of the easy-to-attack hardware Trojan. When the easy-to-attack hardware Trojan is adopted, the accuracy of a fault analysis based on key value estimation can be improved and fault attacks can be easily performed.

IV. EVALUATION EXPERIMENTS AND DISCUSSION

A. Attack experiments on FPGA

In order to evaluate the threat of the proposed hardware Trojan, attack experiments were performed. Regarding to fault generation method in the experiments, we utilized the insertion of a shortening cycle in a clock.

In the illegal clock method, the setup time constraint of a flip-flop that composes a register is violated by mixing a short clock pulse (glitch) in a clock signal during a specific round of the processing operation, resulting in induction of a malfunction (error).

By mixing a glitch in a clock signal, its cycle is shortened and a flip-flop cannot obtain correct values; consequently, incorrect values are stored in a register. In that method, the circuits are not destroyed. The present study aims to make a change-over on out-of-phase clock signals at a specific timing. With this, a glitch can be inserted into a clock at an arbitrary round. Figure 3 shows the configuration of a glitch generation circuit.
B. Key derivation tests

In order to estimate keys, a method to estimate key values that was proposed in a paper [31] is used. This key value estimation method uses the following characteristic: an error due to a fault tends to lean toward a small number of bits. Even if the occurrence location of a fault and the number of faults are unknown, the key values can be estimated. Figures 4 and 5 show the estimation results. The results shown in Figure 4 were obtained using five pairs of a cipher containing a fault and a correct cipher. The results shown in Figure 5 were obtained using 500 pairs of ciphers.

These figures show the key estimation results of each byte. As shown, the horizontal axis expresses the key value (0-255) and the vertical axis expresses the humming distance. In the key value estimation method, a value possessing the maximum humming distance is judged as an estimated key. As shown in Figure 4, when five pairs were used in tests using an actual device, any keys could not be obtained. By contrast, when 500 pairs were used, 14-byte keys could be obtained from 16-byte secret keys as shown in Figure 5.

C. Comparison tests

Figure 6 shows the estimation results obtained using the easy-to-attack hardware Trojan. Similar to the results shown in Figure 4, Figure 6 shows the estimation results obtained using five pairs. As shown in Figure 6, when the proposed easy-to-attack hardware Trojan is adopted, all the 16-byte secret keys could be obtained using five pairs.

By using both the countermeasure-annulled and the easy-to-attack hardware Trojans, the estimation accuracy could be greatly improved.

V. Conclusion

The present study proposed a new Trojan circuit for the AES that contain measures against fault attacks.
In the future, we will examine a method to detect a Trojan than the detection of the previously studied hardware Trojans. The proposed hardware Trojan could be used for applicable countermeasure circuits against illegal attacks. Moreover, the detection of the proposed hardware Trojan was more difficult than the detection of the previously studied hardware Trojans.

In the future, we will examine a method to detect a Trojan virus using information about multiple side channels.
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