Abstract – This paper presents the design and development of a novel Natural Language Interface to Database (NLIDB). The developed prototype is called Aneesah the NLIDB, which is capable of allowing users to interactively/conversely access desired information stored in a relational database. This paper introduces the novel conversational agent enabled architecture of Aneesah NLIDB and describes the scripting techniques that has been adopted for its development. The proposed framework for Aneesah NLIDB is based on pattern matching techniques implemented to converse with users, handle complexities and ambiguities for building dynamic SQL queries from multiple dialogues in order to extract database information. The preliminary evaluation results gathered following a pilot study reveal promising results.
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I. INTRODUCTION

Much of largest sources of information storages in public or commercial environment are databases. The information is a key element required when making decisions. Retrieving information from a database normally requires querying the database using a specialised programming code called SQL query, which is not accessible to the ordinary users. In order to avoid the difficulty of using SQL language for inexperienced users, there exists a need for creating applications that permit users to access desired information stored in a database. Natural Language Interfaces to Databases (NLIDBs) are computer programmes, which replace the requirement to react with a skilled programmer to query a database by using natural conversation with an agent.

Recently, the demand for Natural Language Interfaces to Databases has risen in result of many users accessing information from different types of systems such as computers, tablets, and smartphones [1]. NLIDB development attempts cover a time span of over half a century, however there still remain unsolved key challenges for their wider acceptance in public and commercial environment. Despite many development approaches, there are number of challenges that have been identified by researchers such as linguistic problems, conversational abilities, query translation, result refinement, domain independence, and ease of configuration [2].

This paper is organized as follows: Section II & III will give background of NLIDB and Conversational Agent applications. Section IV will describe existing problems and challenges in developing NLIDBs followed by Section V explaining the knowledge engineering of domain. Section VI describes the structure of framework adopted for prototype NLIDB (Aneesah). Section VII describes the Pilot Study, results and discussion. Section VIII will conclude and highlight areas for further work.

II. NATURAL LANGUAGE INTERFACE TO DATABASE

The idea of a computer taking the role of a human in conversation was first proposed by Alan Turing [3] and later was put into practice in the 70s with the development of the ELIZA Chatbot, which simulated a psychotherapist [4]. Among early development of NLIDBs, the most popular NLIDB was LUNAR [5]. LUNAR was built to perform moon rocks analysis based on an underlying database but it had functional limitations and could not be generalized to other domains. Soon after, the development of RENDEZVOUS was intended to simulate open dialogues to users in order to devise database queries [6]. The users anticipated questions had to closely match for the system to understand entered text, for query processing. LADDER development targeted big data and distributed databases. It was expected that LADDER would require substantial customization (e.g. new grammar, domain knowledge), for adopting new domains [9]. PLANES system also required a new grammar and extensive customization to be able to work with a different domain [9].

In 80s, several other systems were developed such as CHAT80 which translated natural language in Prolog language [10] and TEAM which translated natural language queries into Simple Object Database Access query language [11]. Other systems such as PARLANCE built to resolve domain configuration issues and allowed users to manually configure underlying domain [12]. ASK also appeared as a cross application NLIDB [13] that allowed users to input their requests in natural language to generate appropriate responses from underlying database [14]. The development on NLIDBs continued to evolve in 90s with research on various commercial systems such as CHILL [2], INTELLECT [15], DATALINKER, Q&A Symantec and LOQUI [16]. In recent years some online systems appeared such as Wolfram Alpha, Powerset and TrueKnowledge that...
were designed to rely and work on initial information imported in the development [17]. More recent developments have contributed less efforts to create interaction between user and NLIDB systems. ITG is another developed NLIDB that urged users to repeatedly validate predicted text as user enters his/her input [18]. C-Phrase was developed on Codd’s tuple calculus to allow context free grammar [19] and NaLIR a keyword based search interface developed using Natural Language Processing [20].

III. CONVERSATIONAL AGENTS

Conversational Agents (CAs) are also computer dialogue applications which allow users to communicate with computers using natural language. CAs have been used effectively across many fields i.e. advice & guidance, customer services, computerized learning etc [21]. Among best known early developments were ALICE that was tasked to keep the users engaged in non-goal oriented conversations [22]. Other types of CAs developments include goal based Conversational Agents such as ADAM built to simulate a debt advisor for students [23] and OSCAR which was developed for predicting learning styles whilst simulating as a tutor [24].

IV. EXISTING CHALLENGES FACED BY NATURAL LANGUAGE INTERFACE TO DATABASES

The development of Natural Language Interfaces has been around for decades, but to date these systems are not in wider popular use. There are number of associated factors which discouraged the industry from adopting NLIDB systems [25]. Among notable challenges and problems identified by most NLIDB researchers are namely; linguistic problems, domain independence, translation process (i.e. database query formulation), multimodality and ease of configuration, conversational abilities etc [26, 2]. The problems such as grammatical utterances, anaphora and quantifier scoping are some of the linguistic problems that a NLIDB has to tackle when attempting to interpret a user utterance [27]. The lack of ability to elicit intended goals from inexperienced users to retrieve information from a relational database, query results refinement and autonomous behavior remain among unsolved key challenges. In complex and distributed databases, many NLIDB systems have revealed ellipsis problems. Selection of conceptual models in constructing NLIDBs are also highlighted as one of the linguistic problems [28]. It is not ideal for users to remember what kind of question a given NLIDB system can or cannot answer. In the case where a NLIDB fails in understanding user requirements, it is often difficult for a user to judge the reason behind system failure (i.e. whether its scope of the system, system abilities or coverage of domain etc) [17]. Major problems confronting NLIDB in formulation of SQL queries have been defined as semantic ellipsis and wrong words or phrases (i.e. missing key information, adjectives, verbs and prepositions etc), coverage capabilities of SQL (i.e. several tables, aggregate functions, excessive information), user errors (i.e. request for information outside the database records or invalid utterances [27]. SQL query formulation issues are also associated with the adopted development approach [26]. Other challenging areas that are relative in hindering the advancement of NLIDB technology to develop an ultimate system can be described as namely; achieving high accuracy rates with domain independence, portability of knowledge domain and underlying database to work in different environment, ability to read meta knowledge (knowledge about knowledge), and explore big data in real time etc [2]. Additionally, more relevant to the proposed research, lack of conversational abilities in NLIDBs have been also outlined as a frequent problem by the users [18]. The abilities to converse naïve users [7, 26, 29]. The development of NLIDB systems have been largely focused on single query response transactions. Little attention has been given to social adaptability, sustained interaction and pro-active conversation to elicit what an end user envisages about the domain, and how domain knowledge is structured [30]. Development of Natural Language Interfaces (NLIs) to retrieve information from structured data, requires understanding of Natural Language and complexities, ambiguities etc [31]. A number of architectural techniques have been adopted to use limited natural language to generate a logical query for structured data. Such techniques include Syntax-Based Family of Architectures, Semantic-Grammar Family of Architectures and Pattern Matching [5].

V. KNOWLEDGE ENGINEERING THE DOMAIN

The knowledge engineering for the prototype system was carried out by researching complex SQL query architecting techniques and leading commercial business intelligence reporting systems used in different organisations. A number of sales reports were studied in the interest of understanding business process mapping. The structure of sales reports was also analysed in contrast with the common SQL query syntax used to generate information from the database. The research conducted on sales reports and complex query structures helped in constructing SQL query formulation features for the Aneesah system.

A relational database in a commercial environment often represents complex structure and burdened with millions of records. The records maintained in an organisation’s database are used for various purposes and can be classified into variety of layered information. The layered information can be further divided into master data, transaction data, enterprise information, and database objects/meta data [32]. A conventional knowledge engineering technique was adopted after a critical review and research on existing NLIDB systems and commercial enterprise reporting systems (i.e. Oracle, Microsoft, SAP, ASAP etc) to engineer the knowledgebase for the prototype system. This information modelling technique relies on capturing, representing, encoding and evaluation of expert knowledge (Chu, Hwang, Huang, and Wu, 2008). The prototype system has been equipped with expert knowledge with a generic approach in mind to allow naïve users to interactively retrieve and analyse information stored in chosen database for the developed system.
A. Controller

The controller module has been designed to handle direction of conversation with the users towards achieving desired information from the database. The controller leads conversation with the system users during interactive sessions. The controller also takes the responsibility of validating each user utterances before passing them to the PM engine for further processing in the system. An invalid utterance is a one off topic or not relevant to the domain, contains offensive or swearing words, or contains unnecessary characters. The controller features a built in three warnings rule in situations where it detects offensive words or abuse of the system. The user is shown with three warning messages detailing reason and error on their part, before system is closed by the controller. The validated utterances are forwarded to the PM engine by controller.

B. Pattern Matching Engine

The Aneesah system has been implemented using a novel PM engine. The PM engine controls user utterance matching against scripts in the system’s knowledge base. The PM engine works based on a two tier approach (Tier 1 and Tier 2) approach. Tier 1 deals with user utterance matching against information stored in domain database (i.e. sales history database etc) tables to capture co-occurrence of attribute or key records leading to the formulation of a query based response, and Tier 2 deals with utterance matching against hand scripted patterns stored in Frequently Ask Questions (FAQ) and General Chat domains. The PM engine has been designed to work with rule based and non-rule based response handling. A rule based response can be described as a scripted textual response, executed following a successful utterance matching in either FAQ domain or General Chat domain. A non-rule based response relates to the formulation of a database query following successful utterance processing against Domain Database Scripts. The PM engine works on principle of pattern matching approach, which partially resembles an approach implemented in InfoChat system [4]. The PM engine works in conjunction with sentence similarity strength function to determine an appropriate response, and also interact with the user to resolve any ambiguity during conversation. The PM engine is equipped to deal with more than one response match situation. In the case, where a user utterance has attracted duplicate responses from different knowledge base domains, the PM engine uses sentence similarity calculation to execute the highest match value response. The user utterance is categorized once a match has been found in the knowledge base. The relevant domain (Domain Database Scripts, FAQ Domain or General Chat Domain) is activated once a user utterance is matched in the knowledge base. The domain activation is used by the PM engine to conversely engage with the user and staying relevant to the conversing topic.

C. Pattern Matching Scripting Language

This section details the new scripting language approach adopted for the Aneesah system that allows users to engage in conversation with the system. The development of NLIDBs have been researched by number approaches, which represent associated challenges as discussed in literature review section (2.0) of this report. The pattern...
matching approach has been selected as the most suitable mechanism for developing a scripting language for the development of the Aneesah system. In order to model a novel scripting language for the Aneesah system, an extensive research was conducted on conversational systems such as InfoChat system [4].

D. User Interface

The Aneesah system is implemented with command line based user interface. The user interface is responsible for serving as an interaction platform between the user and Aneesah system. The user interface receives user utterances and displays back responses in the interface window. The information presenting technique has been implemented that has made it possible to display variable system responses in all forms i.e. text, quoted notions, query results etc.

Component 2

Component 2 of Aneesah’s architecture consists of Knowledge base to serve as Aneesah’s brain that has been developed based on the knowledge engineering techniques to specifically work with the domain database (Sales History database). The developed knowledge base can be customized with knowledge engineering to work with a different database. Responsible for supporting a two tier based user utterance matching across three different domains contexts. It is also responsible for providing domain knowledge to carry out user utterance mapping to match domain database information and support requests processing with minimum information from the users.

E. Knowledge base

The Knowledge base for Aneesah has been implemented in four layers of stored scripts namely; Domain Database Scripts, Frequently Asked Questions (FAQ) Domain, General Chat Domain, and Dynamic Database Knowledge (DDK). The Domain Database Scripts module plays fundamental role in prototype system by housing domain database relevant scripts. It is responsible for assisting PM engine to perform user utterance mapping against database information to capture database relevant information. FAQ contexts handles user questions related to the database structure. The General Chat domain handles user utterances outside database relevance for example user might want to talk about football, weather, etc. In this situation, the system attempts to motivate the user to stay relevant to the system’s built purpose. The information maintained in sample sales history database, used for Aneesah’s evaluation, is dynamically loaded into the DDK module on execution of system. The DDK module allows PM engine to perform matching of data records at all times and vacates the actual database from being reserved for match processes.

Component 3

Component 3 of the Aneesah architecture comprises novel SQL Query Engine with its components. The SQL Query Engine after having received database relevant syntax/information from controller component, is responsible for formulation of SQL queries in contrast with the users’ utterances. The SQL engine identifies type and nature of queries following by activation of SQL configurator component.

F. SQL Query Engine and Components

The SQL Engine takes pivotal role in the Aneesah system’s architecture. The SQL engine is responsible for performing dynamic query translation/formulation process from user utterances. The SQL engine works based on implemented techniques together with other sub components (SQL Configurator, SQL Execution, and SQL Analyser) in order to retrieve information from the database. The SQL engine relies on database relevant information delivered by the system’s controller to analyse syntax requirements to engineer a query structure. The Aneesah system’s query authoring knowledge extends users abilities to request information from any of 118 database columns in complex combination. The Aneesah system has been tested to support up to five tables joins. The table 1.1 illustrates the scope of SQL query formulation capabilities. The SQL engine utilizes implemented query syntax to formulate database queries depending on the nature of users’ requests.

The SQL Query engine is equipped with expert knowledge to identify level of complexity involved in a query formulation. In a real world scenario, a simple user request might lead to the need of variety of SQL query related syntax (i.e. database objects, aggregation functions, selection of results, filter etc) to satisfy his/her requirement. Therefore, the Aneesah system features an automated query structuring approach, which has the ability to gather necessary syntax to formulate query structures. The query formulation process adopts a step by step query syntax preparation process. The PM engine also initiates the SQL configurator to formulate a query. The query information is forwarded to the SQL configurator for further processing. The SQL configurator is responsible for generating syntactic information required to put together a database query structure. The formulated queries are transferred to SQL execution component, which takes the responsibility of executing and retrieving queries relevant results from the database. In addition to the query returned results, a scripted text response is also displayed to the user. The SQL analyser component has been implement as a failsafe tool, which takes the role of a database query structure analyser. Figure 2 shows the representation of query returned results in the user interface.

VII. PILOT STUDY

A. Domain

The domain database (Sales History database) used for prototype system’s evaluation plays a fundamental role. It serves the main information retrieval source during
conversation sessions with the users. The chosen database comprises complex schema structure with records of large data related to Sales History (SH) records. The short listed SH schema for Aneesah system is particularly designed to demonstrate large amount of data in complex relational structure. The structure of the SH schema has been developed with sample sales records of electronic products belonging to an assumed company in view, which maintains a high volume operating business. The structure of SH database comprises 8 database tables with 114 columns containing domain relevant information.

B. Experimental Methodology

The evaluation methodology for the system required use of wider spectrum of evaluation (subjective & objective) metrics. The formulation of evaluation metrics was related to the major features of Aneesah system namely; dialogues naturalness, robustness and information accuracy etc. The developed system was evaluated through designed experiments, based on the formulated evaluation metrics. There were two experiments designed to provide the information required to carry out evaluation of Aneesah system. The information obtained from experiments was measured through statistical tests such as descriptive and inferential statistics. There were twenty participants selected to take part in evaluation. The participants were divided in two groups (Group-A & Group-B). The first Group-A comprised ten participants without possession of any databases or Structural Query Language (SQL) knowledge. The equal number of participants were selected for the second group (Group-B), who had familiarity with relational databases and SQL language either because of academic subjects or employment in similar field. The main purpose behind grouping participants in two equal groups was to take rigour system insights at initial testing stage. The null hypothesis (H0) was assumed that a general user cannot interact with a Natural Language Interface to Database to formulate a query and retrieve desired information from a relational database.

C. Results and Discussion

The questionnaire results for Experiment-1 from both participant groups (Group A & Group B) show that the Aneesah system has been well received. Overall 75% of participants from both groups rated the system interface (frontend) and level of understanding at high, however 30% of participant’s rated these features between low and medium. Around 70% of the participants from both groups found the Aneesah system to be active, efficient and useful. The satisfaction level from Aneesah’s dialog responses have been rated high by 70% of participants from both groups. Overall 90% of the participants agreed on using a similar system. The aim of Experiment 2 was designed to perform analysis such as robustness and accuracy. The information captured from the system’s log file, which recorded occurrences of dialogs between participants and the Aneesah system during test sessions. For Group-A participants without possession of any databases or Structural Query Language (SQL) knowledge, the system has shown accuracy at 94.02% and precision was recorded at 90%. The evaluation of results performed for Group-B participants having familiarity with relational databases and SQL query language, measured less accuracy and precision comparing to the Group-A participants. The accuracy for Group-B participant is recorded at 80% and its precision is recorded at 87.50% for the same. In addition to the system’s overall accuracy for both experimental groups (Group-A & Group-B) being scored at 85.01% and precision at 92.96%, the harmonic mean or F-measure equation is used to measure test of system accuracy by combining above accuracy and precision, which was recorded at 88.80%. Therefore, the null hypothesis (H0) is rejected and alternative hypothesis (H1) is assumed that, a general user can interact with a Natural Language Interface to Database to formulate a query and retrieve desired information from a relational database.
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