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Abstract—A set of works aimed at optimizing certain administrative processes of Windows operating systems is done. A classification of administration tasks has been developed in order to determine both labor-intensive and routine administration tasks, as well as tasks requiring and allowing automation. Based on preselected criteria a comparative analysis of administration tools, including built-in and open source utilities is made. A plugin for the Process Hacker utility, which allows creating and control of the list of allowed and conditionally prohibited programs in Windows 7 SP1, Windows 8, Windows 10 operating systems has been developed and deployed.
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I. INTRODUCTION AND THE PROBLEM STATEMENT

A large percentage of the PCs (workstations) used nowadays in organizations runs Windows operating systems. The level of qualification of a system administrator, as well as the tools used to control and configure operating systems, corporate networks, and peripheral devices, are largely determining factors for the security, fault tolerance, and reliability of an organization’s infrastructure. Built-in administration tools are not always convenient for effective management of system processes, and may not possess configurable capabilities for performing both routine and special administration tasks ([1]). There are many third-party specialized utility programs, both open source and commercial ([2]-[5]). However, the specific tasks of administration and security, the emergence of new technologies give rise to new administrative tasks and cause the need for their automation. At the same time, there are requirements for the system administrator to be acknowledged with scripting languages, also to be able to work with programs with a command-line interface ([6]-[8]).

The problem of creating personalized tools for advanced administration of operating systems can be reduced to solving the following main tasks:

1. Studying of the Windows device, as well as API tools from the point of view of system programming in order to create utilities and drivers with enhanced privileges ([11], [9]-[10]);
2. Setting, algorithmizing, and implementation administrative tasks that require automation ([4]-[5], [12]-[15]).

In the course of the work, it is necessary to develop a classification of the tasks of the operating system administration according to the criteria of basicity/peculiarity, routine and automation capabilities, existing software tools for these tasks. It is also necessary to conduct a comparative analysis of some system service management utilities, defining the comparison criteria. Ultimately, it is necessary to solving the problem of developing a plugin for Process Hacker with the required functionality.

Types and methods of the conducted research:

- Research and analysis (classification of administrative tasks, determination of the actual task, comparative analysis of utilities and built-in administrative tools);
- Programming (development of a plugin with an automatic launch for the Process Hacker utility, capable to create and control lists of allowed and conditionally prohibited programs in the system);
- Debugging and testing the driver and the plugin in different versions of operating systems, taking into account the Windows policies.

II. WINDOWS ADMINISTRATION TOOLS AND INSTRUMENTS

System administration of Windows operating systems includes the following tasks:

- Installing, configuring, and updating various types of software;
- Connecting and configuring peripherals;
- Launching and configuring system services (system configuration);
- User account management, technical support;
- Process Management;
- Resource allocation;
- Monitoring of the system operation, ensuring information security, fault tolerance;
- Providing data backup, performing data recovery.
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A. Windows Built-in Windows Administration Tools

In later versions of Windows, there are built-in tools for administration and computer management – the “Administration” section. Windows 10, 8.1, and Windows 7 are well-endowed with useful built-in system utilities:

- “System configuration”. Allowing to configure the operating system boot settings.
- “System Information”.
- “Troubleshooting Windows”.
- “Computer Management”. Provides tools such as:
  - Task Scheduler;
  - View Windows events;
  - Resource Monitor;
  - Disk Management;
  - System Stability Monitor;
  - Disk cleanup;
  - Windows Memory checker.
- “Task Manager”.

B. Third-Party Utilities for the Operating System Administration

In the work the following utilities were considered:

- Advanced IP Scanner – Local network scanner,
- NetWrix Inactive Users Tracker – search for inactive accounts,
- WinAudit Freeware – Operating system audit,
- Performance Analysis of Logs – system performance analysis,
- Free Active Directory Tools – free analogue of Active Directory,
- Comodo Time Machine – rollback of the operating system,
- System Explorer – monitoring running processes and services, checking for threats and rootkits,
- Daphne – monitoring the system operation, stopping processes on a schedule,
- MiTeC Task Manager – monitoring running processes and services, viewing open files, launch dates,
- Process Explorer (a utility from Microsoft’s SysInternals) – monitoring of running processes and services, disks, and processor operation,
- Process Hacker – free and open-source program that provides considerable administration capabilities for Windows operating systems, while there is an API for developing personalized plugins.

Table I provides a brief comparative analysis of the Process Explorer and Process Hacker utilities.

III. DEVELOPMENT OF THE PROCESS DEEP MANAGE PLUGIN

A. Process Hacker and Plugins creation

The source code of Process Hacker 3.0, the latest version at the moment of writing, is available on the GitHub resource ([16]), the source code of additional plugins – ([17]). To build, modify, and debug the utility, Installation of the SDK and the WDK packages is needed. The Software Development Kit (SDK) is a set of tools, code samples, documentation, compilers, headers, and libraries that developers can use to create applications running on Microsoft Windows operating systems. Windows Driver Kit
(WDK) is a software toolset from Microsoft that allows the development of device drivers for the Microsoft Windows platform. Building tools – MSBuild, Visual Studio 2019; build in Release mode x64 bit rate ([18]-[19]). There were linking errors, and the Terminator plugin project had to be excluded from the solution. To enable additional plugins, making changes to the configuration file ‘ProcessHacker.exe.settings.xml’, located in the \bin\Release64 directory is required ([20]).

B. Development of the ProcessDeepManage plugin

Fig. 1 illustrates the code snippets for embedding the plugin in the process Hacker utility interface. The plugin interface is designed in the Kazakh language. Fig. 2-3 demonstrate a working plugin that is available from the context menu and in the application tabs.

C. Development of a driver for the plugin

The driver was created on the base of the file system filter driver. The functionality of the driver described in Table II.

<table>
<thead>
<tr>
<th>Action</th>
<th>Name of menu items</th>
</tr>
</thead>
<tbody>
<tr>
<td>Disable startup</td>
<td>Орындауға тым салу</td>
</tr>
<tr>
<td>Add to the prohibited list</td>
<td>Қара тізімге енгізу</td>
</tr>
<tr>
<td>Add to the list of conditionally allowed users</td>
<td>Шартты тізімге енгізу</td>
</tr>
</tbody>
</table>

Starting with versions older than Windows Vista, system programming and integration of the developed software have some specific difficulties. For example, in Windows 7, drivers could be installed without signing (by simply disabling certificate authentication – a temporary solution suitable for development testing purposes), and the signing procedure was easier. For the later Windows versions, especially for Windows 10, a significant number of existing ways to build, sign (or disable signature verification) and install drivers do not provide a solution. However, such work can be performed on a system loaded in "test mode". To boot the system in test mode, you can run a command on the command line running as an administrator and restart the system:

bcdedit /set testsigning on.

Installation and signing of the driver is done in the test mode of the system. The signature can be done using the utility SignTool.exe by the Sign command.

This driver is called in the implemented

![Fig. 2. Menu with plugin functionality](image)

![Fig. 3. Calling the plugin functionality from the context menu](image)

![Fig. 1. Embedding the plugin in the process Hacker interface](image)
The Process Hacker utility is a popular tool among system administrators and advanced Windows users. The developed plugin will add such functionality as managing system processes called by executable files with the ability to set a schedule for tasks. Modification, assembly and debugging of the driver, development, testing and deployment of the plugin were performed. Based on the developed driver in the plugin, implementing for example, such interesting features as prohibiting the display of the process and changing its description in the system application “Task Manager”, allowing to stop the process only after entering a password is possible. The development is directly applicable and facilitates certain tasks of administration of Windows 7 SP1, Windows 8, Windows 10.
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IV. RESULTS AND PRACTICAL PROSPECTS

Thus, the results are obtained in the work:
- Classification of operating system administration tasks.
- Comparative analysis of open source utilities and built-in administration tools. The utilities Process Hacker, Process Explorer, built-in task manager, as well as others are considered according to such criteria as functionality, the complexity of use, portability, cross-platform, customizability, open-source.
- Development and the implementation of the plugin in the Process Hacker utility based on the modification of the filter driver provided by the Microsoft EWDK developer kit. For one of the popular open source utilities Process Hacker, a plugin has been developed that has added such functionality to this utility as creating and managing your own list of prohibited and conditionally allowed programs in the system and automating the management of their launch.

The results of the analysis of the functionality of utilities for the administration of operating systems and computer networks will be useful in terms of selecting the optimal set of correctly working tools, as well as for identifying administrative tasks that require automation and the use of specialized programs. Classification and comparative analysis of the tasks and related administrative tools of modern Windows operating systems will be useful for operating system administrators.

Fig. 4. Fragment of the driver’s callback function that controls the start of processes

```c
if (Data->IoctlMajorFunction == IRP_NO_CREATE)
{
    if (!Data->IoctlParameters.CreateSecurityContext->DesiredAccess & (FILE_WRITE_ATTRIBUTES | // 0x0002
    FILE_WRITE_ATTRIBUTES | // 0x0010
    FILE_WRITE_SEA | // 0x0100
    FILE_APPEND_DATA | // 0x0004
    DELETE | // 0x0008
    DELETE_WRITE | // 0x0040
    DELETE_WRITE_OWNER | // 0x0080))

    Data->IoStatus.Status = STATUS_ACCESS_DENIED;
    Data->IoStatus.Information = 0;
}
```

```c
 FLT_PREOP_COMPLETE; return FLT_PREOP_COMPLETE;
```