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Abstract—in the field of data protection, in general, many types of methodologies have been developed and implemented. However, there are a number of cases where information can be quite unprotected. Especially when data is unauthorized accessed, or information is 'transported' using any type of memory device. In such a situation, it is easy to steal data and use it illegally. This article describes our proposed approach that solves these problems, both in the case of unauthorized intrusions (invasions) and in the case of illegal 'transportation' of data.

The implementation of this approach is applied and gives a positive practical result. In particular, the data will become unusable and will be given the face of a combination of chaotic characters if it in any way gets in touch with a person who does not have the right to own this data. And its syntax and semantics will be incomprehensible / indistinguishable. We have integrated this technique into databases for testing. In our case this system is mysql and the administration tool, - phpmyadmin. In general, it should be noted that it can be used in any direction where it is relevant to create, store and transport different types of data.

This article also describes our approach to more powerful protection mechanisms for the authorization process. We gave them a dependence on the time function and made the distinction of identical data input by different people without the help of additional sensors.

Index Terms—Additional sensors, authorization process, chaotic characters, data protection, distinction of identical data, mysql, powerful protection, syntax and semantics, time function.

I. INTRODUCTION

The main and general goal of our research for the initial stage was to create a new and flexible mechanism for the protection of textual information [1-6]. Then was the implementing the compiled algorithm in any particular system [7-12]. The phpmyadmin database administration system was selected by us according to certain criteria. As you know, it is quite reliable, sustainable, web-based and has open source code. It is these qualities that lead to its widespread use and popularity. However, with regard to the information security, it is possible to add a few new features. The new approach can be considered as: 1. only in the direction of the process of copying information (in this case, import and export); 2. As well as its presentation in the database. We assume that in the first case the textual data is stored in the database in the classical form of its representation, i.e. without any encryption. But when it is exported, it will pass the additional encryption function (section) we have compiled, and when it gets into another memory, it will be written as a modified form. That is, if another person uses it in other systems, the information will be incomprehensible to him, because the encryption algorithm is available only to the administrator of that system. The import process is based on a similar principle. The text first goes through an additional decryption algorithm and then enters the database; naturally it will again be given the appropriate form of the initial state. This means that the information in the database is actually protected after it is exported, as the morphology and semantics of its characters (graphemes) will be incomprehensible to others [13-14]. As we know, in addition to records, data exported through phpmyadmin also contain commands corresponding to sql syntax (select, insert, update, delete ...). Although basic information can be encrypted in an exported file, sql commands can be used to understand database name, table name, field names, type and other no less important information about databases, tables, triggers, and so on and about the general structure. It is known that in many cases even this data is enough for hackers to perform malicious actions (for example: injections). To avoid this case, we also use the principle described above here and encrypt / decrypt.
the SQL commands as well. The entire contents of the exported file will be fully encrypted.

Now consider a second case, when a record is viewed in localhost from a table generated by phpmyadmin. Even in this case it is possible to delete important information and so on. In our opinion, it is possible that successfully can be used our approach to avoid such insecurity or dangers. In particular, it is possible to “single change” the presentation of information in the memory of a given machine during the data viewing process. That is, the data are compiled by our encryption algorithm before it is presented as a table record. The presented information will again have incomprehensible syntax and semantics [15].

For more understanding it should be described the technical side of our approach. This approach allows all database administrators to create their own encryption and decryption function, place them in the appropriate place in the phpmyadmin source code, and activate one of the desired cases described above. If the exported information will get into another database via another phpmyadmin, naturally, there won't be any function to decrypt it and it will become useless automatically. It is clear that it is possible that every database system can have its own independent encryption and decryption algorithms. Which precludes the transfer and use of information from one system to another without special permission. The same can be said for logic programming systems, such as Prolog. According to our approach, it is possible for a particular person to be able to change at least the standard syntax and create their own specific style so that the logic of the whole system remains unchanged. In this case, the syntactic inconsistency arises in the same systems of other machines, and this fact can be considered as one of the defense mechanisms.

In addition to the particular system, this approach, in terms of information security, can be implemented in any other similar tool, or even in the entire operating system. Two issues need to be emphasized: 1. our approach does not involve the development of encryption and decryption algorithms (it generally creates a new platform for information security). It depends on the desire and taste of the users; 2. This article describes our experiment and the approach is not officially implemented in phpmyadmin.

II. DESCRIPTION OF THE APPROACH DEVELOPMENT AND THE IMPLEMENTATION

Before we made the changes to phpmyadmin, the first task for us was to study in detail the working principle and mechanism of phpmyadmin. As you know, it’s software based on php language. Since its source code is open, the process of diagnosing the operation of a given system has not been difficult for us. For the initial stage we decided to find and study the software code of the file that provided the export of information from the database (as mentioned above, our approach is not officially implemented in the phpmyadmin system, so in this article we refrain from naming the relevant files). We have created an additional demonstration function for encryption, which must pass any record / stream from the database (regardless of type) and only then encrypt it and send it to the computer memory. This means that the contents of the file exported in this way contain encrypted information. See Fig 1 (for example, here is used the text encoded by the Enigma imitator. This mechanism was used to encrypt information by the Germans during World War II. It was hacked by the English mathematician Alan Turing. He was who created the well-known Turing machine):

```
INSERT INTO `test_table` ('id',
    'password', 'name', 'course', 'subject',
    'count', 'status', 'email', 'date',
    'comment', 'password') VALUES
  (212, '', 'HCHU LEXDZ KZB', '4', 'HCHU LEXDZ KZB', 'HCHU LEXDZ KZB', 'HCHU LEXDZ KZB', '2018-06-22', 'HCHU LEXDZ KZB', NULL),
  (211, NULL, 'HCHU LEXDZ KZB', '4', 'HCHU LEXDZ KZB', 'HCHU LEXDZ KZB', (210, NULL, 'HCHU LEXDZ KZB', '4', 'HCHU LEXDZ KZB', 'HCHU LEXDZ KZB', 2018-06-22, 'HCHU LEXDZ KZB', NULL),
  (209, NULL, 'HCHU LEXDZ KZB', '4', 'HCHU LEXDZ KZB', 'HCHU LEXDZ KZB', (208, NULL, 'HCHU LEXDZ KZB', '4', 'HCHU LEXDZ KZB', 'HCHU LEXDZ KZB', 'HCHU LEXDZ KZB', 'HCHU LEXDZ KZB', 2018-06-22, 'HCHU LEXDZ KZB', NULL);
```

Fig 1. The contents of a file with encrypted information (Enigma start position is AAA. Encrypted text is „Irakli Kardava”).

It is shown here that the information is encrypted and cannot be used for unwanted actions. This result is especially important when the data contain people’s personal and banking data. Also, even when they contain state secrets.

For more illustrations of the achieved result see Fig 2:
It’s clear that the exported file contains encrypted information, the encryption code of which can only be created by the creator of the encryption function (because our approach assumes that anyone who is a database administrator can create and add their own code in the appropriate phpmyadmin environment. We can’t be responsible for the reliability of the encryption and decryption functions created by others). To say more easily, before information can be exported from a database, it has to go through one additional instance. See Fig 3, which schematically describes this process before and after adding our function.

Let’s go back to Fig 1. Here, the contents of the exported file are encrypted, but only the parts that represent the records directly in the database from which they were downloaded. And sql requests are still given in unencrypted form without any changes. This happened because according to the working principle of phpmyadmin, it turns out that the records come as a separated stream while sql requests come as a separated export process. It became necessary for them to create additional functions for encryption and decryption (it is also possible to use the same functions for both streams by inserting them in the appropriate places. It depends on the desire of a particular administrator). See Fig 4, where the contents of the exported file are shown in full encrypted form.

The administrator can use one of the above mentioned functions or both of them simultaneously. Of course, this also depends on his wishes.

As for the changing the type of information presented in the database, which is considered as the second case in the introduction, it’s done on a similar principle. Therefore, as a result of pre-assessment and analysis of the existing threats, it is possible to choose the appropriate approach and activate it / them. If necessary, of course, it can be deactivated by the administrator.

The generalization of this algorithm will be interesting in the various directions of artificial intelligence in general [16-18].

Here is given the part of the code, where encryption / decryption will be performed:

```php
// Extended inserts case
if (($GLOBALS['sql_insert_syntax'] == 'extended') || ($GLOBALS['sql_insert_syntax'] == 'both')) {
    if ($current_row == 1) {
        $insert_line = $schema_insert . '(' . implode(', ', $values) . ');
    } else {
        $insert_line = '(' . implode(', ', $values) . ');
        $insertLineSize = mb_strlen($insert_line);
        $sql_max_size = ($GLOBALS['sql_max_query_size']);
        if (isset($sql_max_size) && $sql_max_size > 0 && $query_size + $insertLineSize > $sql_max_size) {
            if (!$Export::outputHandler(';' . $crlf)) {
                return false;
            }
            $query_size = 0;
            $current_row = 1;
            $insert_line=$schema_insert.$insert_line;
        }
    }
}
```

Fig 4. The fully encrypted contents of the exported file (In this presented article we do not consider the encryption of digits and special characters. It is not important in this particular case.).
This section of this article describes additional security features for user data. As you know, in order to log in to any system, the user must first register (in some cases, the system administrator himself creates accounts for other users) and then be able to log in. For this it needs to enter the username and password in the appropriate fields. This data is then checked. Successful entry is made if their correctness is determined. Here is a simple logic, if the data will be given incorrectly, then login is impossible (there is nothing new in this). However, if the other person (not the user) enters the same data correctly in the appropriate fields, logging will be successful. Although it is quite possible for a real user to whom this account belongs do not know anything about it. That means that these types of protection mechanisms cannot determine to whom belongs the entered data (the actual user or someone else, who knows the other person's identifying information).

This is why this data is the target of various types of information extortion tools (phishing and etc). We have developed an approach that solves the problem described in this section, i.e. it differentiates the input of the same data by different people and will only obey the real user as it "guesses" it. We do not use human biological data, such as fingerprints (bio-vibration, etc.), nor face-recognition and various types of scans to achieve this goal.

For more clarity, for example: x1 person's username is "User12345" and the password is "Password12345", this person writes this data in the appropriate fields and it becomes its successful (sanctioned) entry into the system. At the same time there is x2 person who knows the data of x1. It also writes exactly the same data in exactly the same fields, but it cannot log in.

No additional sensors or scanners that can distinguish people with certain characteristics from each other are used to achieve this result. We have introduced an additional concept which is time and we use its dynamism. In particular, during registration, a person is given the opportunity to choose the interval between entering the user and the password, i.e. the length of the delay.

For instance:
"P" -> 2 seconds and more;
"a" -> 3 seconds and more;
"s" -> 1 second and more;

In our opinion, it is a general but a clear model of the components given among them, although the use of at least one of them is precisely the practical application of our approach concept.

I.e. A specific example shows that the user will have to memorize the numbers 2312213421311 (these are the intervals between the password characters in seconds, that is, special cases of $P < \text{Time interval password}>$. Thus, $P < 2$, $P < 3$, $P < 1$, $P < 2$ and so on.), but the user will never have to write them when logging in. The user only has to follow these intervals.

So these intervals when entering data are neither entered from the keyboard, nor we have to say, also we don't perform any movement such that it can be memorized and used by anyone. We made the process depending only for the duration of time and the intervals are calculated automatically. Because these intervals are inaccessible to anyone else (it is only in a particular person's brain and on the other hand as a sample is stored encrypted in a special section), even if the user & password data is entered correctly, the intervals will not match the samples and login will not be possible. This means that the entire system is protected from attacks by itself.

IV. CONCLUSION

The approaches presented in this article are very useful for protecting information and for the establishing inaccessibility of its content. Also, to increase the security quality of the login process in different systems. In addition, in our opinion, it is a general but a clear model of the algorithm of human brain activity and thought exchange between people. As you know, no one has access to the content of the thoughts in the human brain except themselves. They become understandable to others only
when the owner expresses them, writes them, moves them or shares them with others. To say technically, thoughts are understood by others only when a given person allows access to them. And if we arbitrarily decide to understand human thoughts, it is both biologically and technically impossible because we do not know what kind of thoughts they are and where they are stored. Even if we do know, their semantics are known only to their owner. If we generalize, it turns out that every individual has his information, but only this person knows their content, until he shares it with others. Of course, this is a natural model, implemented biologically. That was the model, which inspired our work.
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