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Abstract—Recently, the objected-oriented programming language Java has been used in many practical systems including enterprise servers, smart phones, and embedded systems due to its high reliability and portability. To enhance effects of Java programming educations, we have developed a Web-based Java Programming Learning Assistant System (JPLAS). JPLAS adopts the Test-Driven Development (TDD) method for automatic testing of source codes written by students on the server to assist their self-learning. In JPLAS, a teacher needs to register each Java programming assignment with a statement, a reference source code, and a test code. Then, students should write source codes by referring this statement and the test code so that their source codes can be tested automatically at the server by a testing software tool called JUnit with the test code. Unfortunately, the current JPLAS is not friendly to students who have difficulty in reading the log message from JUnit that contains the information on the errors in the source code. In this paper, we implement the error code highlighting function to help such students to find erroneous lines in the code by highlighting them graphically. We evaluate the effectiveness of this function through an experiment for 42 students who are currently taking the Java programming class.
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I. INTRODUCTION

RECENTLY, with penetrations of the Information and Communication Technology (ICT) into our societies, adverse affects of system failures caused by software bugs have become intolerable. They sometimes have stopped functions of railways [1], airlines [2], and large banking systems [3]. Along this trend, the software test has become regarded as the last crucial step to avoid productions of software bugs in systems. In this trend, a Test-Driven Development (TDD) method has been focused as an effective software developing method that can avoid bugs by writing and testing source codes at the same time [4]. A test code is a program code to test the correctness of the outputs of the methods that are implemented in the source code under the test.

Java is a useful and practical objected-oriented programming language that has been used in a lot of important practical systems including Web systems, enterprise servers, smart phones, and embedded systems. Thus, a Java programming education in schools has been important in order to foster professional Java programmers into societies.

To enhance effects of the Java programming education by assisting self-studies of students and reducing teaching loads of teachers, we have proposed and developed a Web-based Java Programming Learning Assistant System (JPLAS) [5][6]. JPLAS adopts the TDD method for automatic testing of source codes from students. In JPLAS, a teacher first needs to register each Java programming assignment with a statement, a reference source code, and a test code using a Web browser. Then, students should write source codes by referring the statement and the test code in the assignment so that their source codes can be tested automatically on a testing tool called JUnit [7]. JUnit tests the correctness of the source code using the test code. Every time a source code is submitted to the Web server, it is tested automatically by using JUnit at the server.

Unfortunately, the current JPLAS is not sufficiently friendly to students who cannot read the log message from JUnit that contains the information on the errors necessary to fix the problems in the source code. Because JPLAS has been developed to encourage such students to learn the Java programming by themselves, the error message in JPLAS should be improved so that these students can easily find the erroneous lines without helps by a teacher.

In this paper, we newly implement the error code highlighting function in JPLAS to help such students to find erroneous lines in the source code easily by highlighting them graphically. We evaluate the effectiveness of JPLAS with this function through an experiment to 42 students who are currently taking the Java programming class in our department.

The rest of this paper is organized as follows: Section II introduces the TDD method. Section III reviews our JPLAS. Section IV presents the error code highlighting function. Section V discusses the evaluation result. Section VI concludes this paper with some future works.

II. TEST-DRIVEN DEVELOPMENT METHOD

In this section, we introduce the test-driven development method and its features.

A. Outline of TDD Method

In the TDD method, the test code should be written before or when the source code is implemented, so that it can verify whether the source code satisfies the required specifications during its development process. The basic cycle in the TDD method is as follows:

1. to write the test code to test every required specification,
2. to write the source code, and
3. to repeat modifications of the source code until it passes every test using the test code.
B. JUnit

In JPLAS, we adopt JUnit as an open-source Java framework to support the TDD method. JUnit can assist an automatic unit test of a Java code unit or a class. Because JUnit has been designed with the Java-user friendly style, its use including the test code programming is basically easy for Java programmers. In JUnit, a test is performed by using a given method whose name starts from "assert". This paper adopts the "assertEquals" method to compare the execution result of the source code with its expected value.

C. Test Code

A test code should be written using libraries in JUnit. Here, by using the following MyMath class source code, we explain how to write a test code. MyMath class returns the summation of two integers.

```java
1: public class Math{
2:     public int plus(int a, int b){
3:         return a + b;
4:     }
5: }
```

Then, the following test code can test the plus method in the MyMath class.

```java
1: import static org.junit.Assert.*;
2: import org.junit.Test;
3: public class MathTest {
4:     @Test
5:     public void testPlus(){
6:         Math ma = new Math();
7:         int result = ma.plus(1, 4);
8:         assertEquals(5, result);
9:     }
10: }
```

The names in the test code should be related to those in the source code so that their correspondence becomes clear:
- The class name is given by the test class name + Test.
- The method name is given by the test + test method name.

The test code imports JUnit packages containing test methods at lines 1 and 2, and declares MathTest at line 3. @Test at line 4 indicates that the succeeding method represents the test method. Then, it describes the test method.

The code test is performed as follows:
1. to generate an instance for the MyMath class,
2. to call the method in the instance in (1) using the given arguments, and
3. to compare the result with its expected value for the arguments in (2) using the assertEquals method.

D. Features in TDD Method

In the TDD method, the following features can be observed:
1. The test code can represent the specifications of the source code, because it must describe any function to be tested in the source code.
2. The test process for a source code becomes efficient, because each function can be tested individually.
3. The refactoring process of a source code becomes easy, because the modified code can be tested instantly.

Therefore, to study the TDD method and writing a test code is useful even for students, where the test code is equivalent to the source code specification. Beside, students should experience the software test that has become important in software companies.

III. JAVA PROGRAMMING LEARNING ASSISTANT SYSTEM (JPLAS)

In this section, we introduce the outline of our Java programming learning system JPLAS.

A. Server Platform

JPLAS is implemented as a Web application using JSP/Servelt. For the server platform, it adopts the operating system Linux, the Web server Apache, the application server Tomcat, and the database system MySQL, as shown in Figure 1.

![Server platform diagram](image)

Fig. 1. Server platform.

B. Teacher Service Functions

JPLAS has user functions both for teachers and students. User functions for teachers include the registration of new classes, the registration and management of assignments, and the verification of source codes that are submitted from students. To register a new assignment, a teacher needs to input an assignment title, a problem statement, a model (or reference) source code, and a test code. After the registration, they are disclosed to the students except for the model source code. Note that the test code must be able to test the model code correctly. Using the correspondence between a source code and a test code in Section II-C, JPLAS can automatically generate a template for the test code from the model source code. Then, a teacher only needs to specify concrete numbers for the arguments in each test method to complete the test code.

To evaluate the difficulty of assignments and the comprehension of students, it allows a teacher to view the number of submissions for code testing by each student. If a teacher finds that many submissions have been tried by many students for an assignment, it can be considered very difficult for them, and should be changed to an easier one. If a teacher finds a student who submitted source codes in many times whereas other students did in fewer times, this student should be cared specifically.
C. Student Service Functions

User functions to students include the view of the assignments and the submission of source codes for the assignments. A student should write a source code for an assignment by referring to the problem statement and the test code. Actually, the student is requested to use the class/method names, the types, and the argument setting specified in the test code. JPLAS implements a Web-based source code editor called CodePress [8] so that a student can write codes on a Web browser. Any submitted source code is stored in the database at the server so that they can view old ones.

D. Example

Figures 2 and 3 show the test code and a source code from a student for the ElGamal encryption programming assignment. Figure 4 shows the test result, where one error is detected because the last argument of the “encrypt” method in the source code is different from the specification given in the test code.

IV. ERROR CODE HIGHLIGHTING FUNCTION

In this section, we present a newly implemented error code highlighting function in JPLAS to help students who have difficulty in reading the log message from JUnit.

A. Outline

JPLAS provides the output log from JUnit to students to help them to fix the problems in their source codes if there exist. However, this log is usually hard to understand for students who even cannot find the lines that they need to modify in their source codes. To help such students, we newly implement a function of highlighting the lines that contain the error codes found by JUnit. This function actually highlights both the lines in the test code that return errors at the test and the corresponding lines in the source code.

1) Highlighting in Test Code: This function highlights the lines containing the test methods such as assertEquals that return errors in the test code. In our implementation, these lines are extracted from the log of JUnit that contains the erroneous line information. Figure 5 shows an example of a JUnit output log, where the line framed by a rectangular indicates that the 10th line in the test code returns the error. We note that the 24th line also returns the error, which is omitted in Figure 5 to save space. Figure 6 shows the corresponding interface to students for the test code highlighting.

2) Highlighting in Source Code: Then, the function highlights the lines in the source code that declare the methods containing error lines found by JUnit. These erroneous methods in the source code are extracted from the codes for the methods that return errors in the test code. Figure 7 shows an example of the source code highlighting corresponding to Figure 6.

V. EVALUATION

In this section, we evaluate the effectiveness of JPLAS with the newly implemented error code highlighting function through its application to students taking a Java programming class in our department.

A. Assignment and Questionnaire for Evaluation

To evaluate the error code highlighting function in JPLAS, we prepared one Java programming assignment in JPLAS to 42 sophomore students in our department who are currently taking a Java programming class. This assignment requests them to write a simple Java program of calculating the area of a circle and a rectangle. Actually, we gave them a source code for this assignment that has one error intentionally so that they can fix it for answers, where we asked them to answer this assignment within 15min.. Here, we note that these students have used JPLAS to know how to use it. Then, we asked them to reply to the six questions in Table I with five grades.

B. Evaluation Results

Table II shows the replies from the students for the six questions in Table I.

TABLE I

<table>
<thead>
<tr>
<th>Question</th>
<th>1</th>
<th>2</th>
<th>3</th>
<th>4</th>
<th>5</th>
<th>Grade</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1 Do you think to use the system is easy?</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>easy</td>
</tr>
<tr>
<td>Q2 Do you think this system is helpful in checking the program functions?</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>useful</td>
</tr>
<tr>
<td>Q3 Do you think to read the test code is helpful in understanding the assignment specification?</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>helpful</td>
</tr>
<tr>
<td>Q4 Do you feel the response time after the source code submission is long?</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>short</td>
</tr>
<tr>
<td>Q5 Do you think the error code highlighting function is helpful in fixing the errors in the code?</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>useful</td>
</tr>
<tr>
<td>Q6 Do you think this system is helpful in understanding Java programming?</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td>useful</td>
</tr>
</tbody>
</table>

For Q1, a similar number of students replied positively (1 or 2) or negatively (4 or 5). It indicates that the usability of the system is basically acceptable for them. Some students felt that the text form in a Web browser is not convenient as a programming editor if it is compared with an editor on a personal computer. Thus, a more advanced editor on a Web browser should be introduced into JPLAS.

For Q2 and Q3, most students replied 3 or more, whereas some students replied 2. It indicates that JPLAS is generally helpful in writing a correct Java code. Because the time for using JPLAS in this experiment was too short for them, some of them might feel negatively. Thus, we should let them use JPLAS for a longer time at next experiments. The result for Q6 also indicates the insufficiency of the use of this system.

For Q5, most students replied 3 or more, which indicates that the newly implemented error code highlighting function is useful in finding errors in source codes to fix them. Thus, we expect that with the help of this function, students can learn the Java programming more willingly by using JPLAS.
Five string arguments for “encrypt” method

Fig. 2. Test code from teacher.

```
import java.util.*;

public class EncryptionTest extends TestCase{
    public void testEncrypt() {
        Encryption eq = new Encryption();
        String[] ciphertext = new String[3];
        ciphertext[0] = "81227610955955951912173036514786636537625"
        ciphertext[1] = "752200196590632929769112007441611446201972216"
        ciphertext[2] = "3593192593";
        assertEquals(ciphertext[0], answer[0]);
        assertEquals(ciphertext[1], answer[1]);
    }
}
```

Fig. 3. Source code from student.

```
import javafx.math.BigInteger;

public class Encryption{
    String s encrypt(String p, String x, String r, String Y, String N) {
        String[] ciphertext;
        BigInteger P = new BigInteger(p);
        BigInteger G = new BigInteger(x);
        BigInteger R = new BigInteger(r);
        BigInteger Y = new BigInteger(Y);
        BigInteger n = new BigInteger(N);
        BigInteger CI = new BigInteger("0");
        BigInteger C2 = new BigInteger("0");
        // エルガマルの算出
        CI = Y^r mod p
        C2 = (r^*mod(R, P));
        C2 = G.modPow(R, P);
        ciphertext[0] = CI.toString();
        ciphertext[1] = C2.toString();
        return ciphertext;
    }
}
```

Fig. 4. Test result for source code.
JUnit version 4.8.2
E.E
Time: 0.006
There were 2 failures:
1) testCalCircle(TestMyArea)
java.lang.AssertionError: expected:<113.04> but was:<24.84>
at org.junit.Assert.fail(Assert.java:91)
at org.junit.Assert.failNotEquals(Assert.java:645)
at org.junit.Assert.assertEquals(Assert.java:441)
at org.junit.Assert.assertEquals(Assert.java:510)
  at TestMyArea.testCalCircle(TestMyArea.java:10)
at sun.reflect.NativeMethodAccessorImpl.invoke0(Native Method)
.
.
.

Fig. 5. JUnit log example.

```java
import static org.junit.Assert.*;
import org.junit.Test;

public class TestMyArea {

    @Test
    public void testCalCircle() {
        MyArea tmp = new MyArea();
        assertEquals(38*Math.PI, tmp.calCircle(6), 0.000000001);
    }

    @Test
    public void testCalSquare() {
        MyArea tmp = new MyArea();
        assertEquals(25, tmp.calSquare(5));
    }

    @Test
    public void testCalArea() {
        MyArea tmp = new MyArea();
        assertEquals(38*(36*Math.PI), tmp.calArea(6), 0.000000001);
    }
}
```

Fig. 6. Test code highlighting example.

```java
public class MyArea {
    public double calCircle(int r) {
        return r * r * 3.14;
    }

    public int calSquare(int length) {
        return length * length;
    }

    public double calArea(int fig) {
        return this.calCircle(fig) + this.calSquare(fig);
    }
}
```

Fig. 7. Source code highlighting example.
VI. Conclusion

This paper presented the implementation of the \textit{error code highlighting function} in the Web-based Java programming learning assistance system JPLAS to help students to find erroneous lines in their source codes by highlighting them graphically. The evaluation in our experiment supports the effectiveness of this function. In future studies, we will improve the user interface by adopting an advanced programming editor for a Web browser, and keep evaluations of the effectiveness of JPLAS by applying it for a longer time with various programming assignments to students.
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