
 
 

 

 
Abstract—Even though software development (SD) is an 

intrinsically collaborative process; with the emerging 
importance of collaborative product development (CPD), 
collaborative processes gained significant consideration. 
Collaborative software development (CSD) encompasses an 
increasingly competitive position with its dynamic and 
innovative structure, as the complex nature of SD makes 
collaboration indispensable.  

This paper presents an Axiomatic Design (AD) based CSD 
structure exploring factors affecting SD as well as CPD 
dynamics, in order to offer a guideline to increase success and 
effectiveness of collaborative efforts in SD.  
 

Index Terms—Software Development, Collaboration, 
Axiomatic Design. 
 

I. INTRODUCTION 

More than ever, organizations have been facing the challenge 
of improving the quality of their work processes as a strategy 
to remain alive and competitive and many companies are 
struggling to reengineer, automate, and improve the way they 
perform their business [1]. Software Development (SD) has 
been a challenging task for several decades [2] and the 
increasing complexity of software development (SD), 
growing demands for different kinds of software as well as 
the ongoing globalization require more efficient SD 
processes [3].  

The development of large and complex software systems is 
considered to be a teamwork process that requires support for 
coordinating cooperative activities, maintaining project 
control and sharing information [4]. While Collaborative 
Product Development (CPD) develops into a business 
strategy creating competitive advantage for organizations in 
product development (PD) by creating a collaborative 
environment to share risks, reduce time to market and 
innovate; SD collaborations also develop into a more 
structured activity, since mastering large SD projects 
becomes even more complex, not only because projects grow 
larger, but also because software teams are increasingly 
distributed across space and time due to globalization and 
internationalization  [4].   Supporting   efficient   knowledge 
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collaboration and transfer is thus essential for SD 
organizations to remain competitive [5]. While the software 
industry deals with the ever-increasing complexity of its 
products, collaboration among different people participating 
in the same development project is essential and has already 
been considered as an everyday part of professional SD [6]. 

However, CSD literature lacks of a systematic design of 
the process from a strategic point of view. The aim of this 
paper is to design a CSD structure by identifying its dynamics 
and developing a model through these dynamics. Literature 
offers many system design tools such as Quality Function 
Deployment (QFD), Axiomatic Design (AD), Design for X 
and TRIZ. Among these methodologies, AD is an appropriate 
tool for the design of non-engineering systems such as 
business plans and organizations [7]. Hence, a CSD structure 
with a model based on AD is proposed in this paper, while 
defining the dynamics, including goals, strategies and 
methodologies, which affect the collaborative efforts in SD. 
The proposed model forms a guideline for CSD from a 
strategic point of view, investigating different goals to attain 
in collaborative efforts in SD. To our knowledge, no previous 
study exists which explore CSD based on system design.  

The paper is organized as follows: in the next section, CSD 
is described briefly. Third section reviews AD and presents 
the proposed model. The paper is concluded with a few 
remarks. 

II. COLLABORATIVE SOFTWARE DEVELOPMENT 

SD is a combined process of research, development, 
modification, re-use, reengineering, maintenance and similar 
activities that result in software products. However, SD 
process and projects have a long and storied history of failure, 
where 82% of projects today run late, while errors cost 80% 
of the average project budget to fix according to The Standish 
Group. The growing complexity of software systems and the 
constant extension of new requirements necessitate the 
cooperation of multiple persons such as analysts, developers, 
testers, and customers [4]. While the SE industry deals with 
the ever-increasing complexity of its products, collaboration 
among different people participating in the development 
project is essential and has already been considered as an 
everyday part of professional SD [8]. Collaboration helps SD 
teams to handle large software systems by knowledge sharing 
and communication. Also human-centric SD methods, such 
as Extreme Programming and other agile methods as well as 
internet-based multi-site cooperation tools that support 
remote CSD have been developed and implemented to deal 
with this complexity [6], which  benefits its participants in 
time to market, reusability, robustness, extensibility, 
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testability, and/or adaptability [8].  
Some of the most important differences between 

traditional SD and collaborative SD (CSD) are organizational 
culture, management, technical platform and development 
team, and social and cultural issues [9]. Therefore, CSD 
encloses many challenges as it involves geographically 
distributed teams working within different units.   

Improving awareness information about work processes 
and about the collaboration intrinsic may help SD teams to 
better accept the idea of defining, standardizing and 
continuously improving their work [1]. In this context, this 
study offers a structured approach for CSD in order to 
implement a defined work process.  

III. MODELLING CSD 

A. Axiomatic Design 

AD is first introduced by Suh in 1990 with the goal to 
establish a scientific basis to improve design activities by 
providing the designer with a theoretical foundation based on 
logical and rational thought process and tools [10]. Its 
applications include many areas such as software design [11], 
quality system design [12], general system design [13; 14], 
manufacturing system design [15; 16], ergonomics [17], 
engineering systems [18; 19], and office cell design [20]. AD 
is generally applied to the design of physical entities. 
However, there exist studies that employ AD to design 
intangible systems such as e-commerce strategies [7] and 
e-commercial web-sites [21].  

According to AD, the world of design has four domains: 
customer domain with characteristic vector of customer 
attributes (CAs), functional domain with characteristic vector 
of functional requirements (FRs), physical domain with 
characteristic vector of design parameters (DPs), and process 
domain with characteristic vector of process variables (PVs), 
as seen in Fig 1. The domain on the left represent “what we 
want to achieve” and the domain on the right corresponds to 
“how we want to achieve it”. The transition between left to 
right occurs through mappings [12] as seen in Figure 1.  

 

 
Figure 1. Four domains of design 

 
AD consists of two axioms: independence axiom that 

demands to maintain the independence of the FRs and 
information axiom that states that the design with the 
minimum information content is the best design. 

During the mapping process where first level CA, FR, DP 
and PV are decomposed into hierarchies, the independence 
axiom must be satisfied. Moreover, while decomposing, 
zigzagging between the design domains is required [12]. The 

independence axiom can be also defined as the case where 
DPs and FRs are related in such a way that a specific DP can 
be adjusted to satisfy its corresponding FR without affecting 
other FRs [7].  

Mapping and decomposing represent an important phase 
of the AD. Sub-levels of FRs and DPs are connected through 
zigzagging while maintaining the independence. The relation 
between FRs and DPs can be expressed as follows: 

     DPAFR *  

 FR and  DP represent the functional and physical 

vectors, respectively; whereas  A  is the design matrix that 

displays the relation between each FR and DP.  
The independence of FRs is defined by the structure of the 

design matrix. To assure the independence, the design matrix 
should be either diagonal or triangular [10].   

There exist three types of design: coupled, decoupled, and 

uncoupled. When  A is diagonal as seen in Figure 2, the 

design is called an uncoupled design and each of the FRs can 
be satisfied independently by means of one DP.  However, 
this represents an ideal design and it cannot always be 
achieved. Decoupled design is represented by a triangular 
design matrix as seen in Figure 3, in which case the 
independence of FRs can be satisfied if and only if the DPs 
are determined in a proper sequence. Any other form of 

 A as displayed in Figure 4 is called a coupled design and it 

should be avoided as the design cannot guarantee the 
independence axiom [10].   

 
Figure 2. Uncoupled design 

 

 
Figure 3. Decoupled design 

 

 
Figure 4. Coupled design 

 

AD does not possess wide applications in CPD literature. 
AD is applied to CPD architecture to develop a teamwork 
platform [22]. However, literature does not offer a systematic 
approach for CSD requirements. The originality of the 
proposed work lies in the application of AD principles to 
determine CSD requirements and designing a structure 
highlighting SD requirements in order to form a CSD 
guideline for partners in the beginning of the collaboration. 

AD approach is employed in order to develop a CSD 
model, given that the use of AD in strategic formulation and 
business planning assures a strong relationship between the 
goals and strategies defined [7]. AD provides a basis to 
define the path from what is aimed to how this goal should be 
achieved. 
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B. AD based CSD model 

SD process is often introduced by considering ‘why’, 
‘what’ and ‘how’: ‘why’ is defined by whoever commissions 
the project, the architect’s primary concern in to specify 
‘what’ must be done, and ‘how’ it is done is the software 
engineer’s province [23]. In this study; ‘why’, ‘what’ and 
‘how’ are transformed into CAs, FRs and DPs, translating 
goals, strategies and methodologies.  

The proposed model consists of three levels. The first level 
of AD describes the three main domains of the CSD: 
customer domain, functional domain, and physical domain. 
The variables defined as CAs represent the goals of the CSD 
efforts. FRs correspond to the strategies needed to be 
implemented to achieve these goals. Subsequently, the 
methodologies and tools used to implement these strategies 
are symbolized by DPs.  Basically, in this first level of CSD 
structure design, initial goal, strategy and framework are 
defined. Initial goal is set to be “Inter/intra-firm 
collaborations for SD” since the main objective of the model 
is to provide guidelines for successful SD collaborations. In 
order to have a successful collaboration, initial strategy must 
be to define a collaboration strategy to cover all possible 
collaboration areas. Consequently, CSD framework, 

including all methodologies and tools applied to CSD are 
collected to satisfy the collaboration strategy. The variables 
defined for the starting point are as follows: 

CA0 = Inter/intra-firm collaborations for SD 
FR0 = Define a CSD strategy 
DP0 = CSD 
It is important to become aware of the three different types 

of goals to better understand a participative system, which are 
individual goal, collective goal, and project goal [24]. In this 
study, these goals are translated as effective partnership 
process, effective collaboration process, and effective SD 
process, respectively, in the first level decomposition of the 
model. It is necessary to understand what the customer wants 
most in supportability and to align the capability of the 
organization to provide it [25]. Therefore, the starting point 
of the model is the customer domain, where the strategic 
goals of the CSD system are clearly defined.  

Figure 5 displays the proposed three-level AD based CSD 
model including mapping between functional and physical 
domains, as well as FR-DP zigzagging. Lines represent the 
decomposition into hierarchies, while arrows symbolize the 
zigzagging between domains. The decompositions and the 
hierarchical structure will be elaborated subsequently.  

 
Figure 5. Proposed AD-based CSD model 

The matrices presented throughout the decompositions 
symbolize the relationships between the strategies and the 
methodologies. The matrices for the relationships between 
goals and strategies are not demonstrated given that each 
strategy responds to only its corresponding goal and 
therefore, independence is naturally achieved. 

Level 1 Decomposition  
First level goal is decomposed into three sub-goals: 
CA1 = Effective partnership process 

CA2 = Effective collaboration process 
CA3 = Effective SD  
Effective SD is an essential goal of CSD efforts. On the 

other hand, CSD includes concurrently both collaboration 
process and partnership process. Collaboration denotes all 
collaborative activities such as communication, information 
sharing, and interaction whereas partnership process includes 
phases such as identification, selection of partners and 
partnership sustainability. 
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FR1 = Define effective partnership strategy 
FR2 = Define effective collaboration strategy 
FR3 = Define effective SD strategy 
Strategies to support these goals are determined 

accordingly. Partnership strategy should be based upon a 
win-win situation whereas collaborative technologies build 
collaboration strategy.  Some authors emphasize the 
win-win approach in collaboration: A win-win model 
assumes that the success of CSD projects depends on all 
involved parties to positively gain benefits from the 
collaboration and the different requirements to be equally 
represented [3].  

DP1 = Game Theory 
DP2 = Collaborative technology 
DP3 = Software engineering management 
Different cooperation and competition strategies emerge 

according to the level of competition and cooperation 
between the “players” [26]. Therefore Game Theory is 
applied in order to model an effective partnership strategy. 
On the other hand, for an effective collaboration strategy, a 
network based on collaborative technologies must be 
employed in order to realize the integration of the 
collaboration teams. SD strategy should be defined by 
Software Engineering Management, which can be described 
as the application of management activities – planning, 
coordinating, measuring, monitoring, controlling, and 
reporting – to ensure that the development and maintenance 
of software is systematic, disciplined, and quantified.  
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Figure 6. Level 1 Decomposition 
 

As seen in Figure 6, a decoupled design is obtained in the 
Level 1 decomposition. This is due to the fact that 
implementing these methodologies requires a particular 
sequence, i.e. collaboration strategy is applied after the Game 
Theory is implemented and SD strategy is dependent of 
collaborative technology.  

Level 2.1 Decomposition  
Effective partnership process is decomposed into three 

sub-goals and these sub-goals present the stages of the 
partnership process.  

CA11 = Identification of potential partners 
CA12 = Formation of partnership 
CA13= Management of partnership  
Initially, identification of potential partners is required in 

order to evaluate and recognize partner[s] suitable for 
collaboration. Subsequently, the next stage is the formation 
of partnership including negotiation, selection and 
initialization. However, effective partnership process also 
requires an effective management of partnership.  

FR11 = Proactive assessment  
FR12 = Negotiation strategy  
FR13 = Sustainability of partnership 
During the mapping process, strategies are determined 

accordingly. First strategy when identifying potential 
partners is to act proactively, rather than reacting to 
partnership proposals. Literature offers several studies 
applying decision analysis to select collaborative partners 

[27; 28]. A negotiation strategy has to be implemented in 
order to collaborate on pre-defined ground rules. The 
challenge of CSD is organizing the value creation process 
through the coordination of their respective resources across 
organization boundaries and consequently, contracts serve as 
a coordinating device, clarifying mutual expectations, 
enabling goal correspondence, and establishing a basis for 
shared common ground [29]. Next strategy is to seek 
sustainability of partnership and repetitiveness rather than to 
form ephemeral alliances. Long-term commitment can 
maintain a partnership relationship with competitors and can 
neutralize possible conflicts [26]. Partnership management is 
applied in order to maintain the collaboration between the 
parties. 

DP11 = Decision analysis 
DP12 = Contract management 
DP13 = Partnership management 
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Figure 7. Level 2.1 Decomposition 
 

Similarly to the Level 1; in this sub-level a decoupled 
design is observed as seen in Figure 7. This is essentially 
caused by the fact that strategies in partnership process are 
implemented progressively, each methodology at a time. This 
results in a triangular design matrix, where the each DP 
affects its successors.  

Level 2.2 Decomposition  
Effective collaboration process differs from effective 

partnership process given that this goal focuses on the profits 
acquired by CSD efforts. Four sub-goals are determined for 
effective collaboration process.  

CA21 = Coordination  
CA22 = Trust 
CA23 = Co-learning  
CA24 = Co-innovation 
Coordination, which can be defined as making different 

people work together for a goal, is naturally the main goal of 
collaboration process. SD is a cooperative game of invention 
and communication [30]. CSD concerns both methods and 
tools supporting the communication and coordination 
requirements within a distributed SD process, which is 
essential for planning, execution, and coordination of all 
task-based as well as organizationally, temporally and 
spatially distributed activities incorporating all process- and 
product-related activities [3]. Information sharing is another 
important characteristic of collaboration process [9]. All 
these issues are handled within coordination goal.  

In CSD, trust is required in order for developers to 
collaborate effectively given that without trust, developers 
will not normally share transient information and permanent 
knowledge, thus limiting their productive capacity [8]. 
Therefore; trust is defined as another goal to achieve in 
collaboration process. On the other hand, co-learning; 
whether corporate, individual or technical; is another goal to 
attain in effective collaboration process in order to benefit 
from the synergy emerged in collaboration. Co-learning can 
be defined as the knowledge, experience and expertise 
gathered through the collaboration process, and therefore it is 
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included in collaboration strategy. Another goal for 
collaboration process is co-innovation, as innovation is a 
value-adding by-product of the collaboration process.  

Strategies related to these goals are as follows: 
FR21 = Communicate 
FR22 = Establish a culture of trust 
FR23 = Implement a learning system  
FR24 = Generate flexible environment 
Communication, the strategy for coordination, is 

implemented through information technologies to support 
coordination of development teams. Coordination 
concentrates on planning, decision making, organizing, and 
controlling the work of others, and on the loose interaction 
between people and hence, a common language for 
communication is crucial for efficient information exchange 
[31]. Therefore, information technologies are implemented in 
order to provide the common language required.  

Even though trust represents a challenging goal to 
accomplish between various partners, managers can expect 
significant rewards by establishing a culture of trust in their 
partnerships [32]. Therefore, establishing a culture of trust, 
cultivated by Information Technologies, is implemented 
through the application of Conflict Management. As a result 
of intensive cooperation with competitors, conflict inevitably 
occurs and hence, a good conflict management system, which 
enables gathering information, understanding context and 
participating in decision making, enhancing the capacity to 
deal with conflict before it escalates, is needed to maintain 
successful collaboration [26].  

A learning system has to be implemented as a strategy for 
co-learning, and knowledge management is the associated 
methodology. Knowledge management attempts to ensure 
growth and continuity of performance by protecting critical 
knowledge at all levels, applying existing knowledge in all 
pertinent circumstances, combining knowledge management 
in synergistic ways, continuously capturing, managing, and 
sharing relevant knowledge, and developing new knowledge 
through continuous learning that builds on internal 
experiences and external knowledge [33]. 

Finally, to promote co-innovation, strategy to follow is to 
generate a flexible environment for collaborative team to 
work in. Innovation management is determined as the related 
methodology. Workplace flexibility constitutes a platform to 
base and build other levels of flexibility in the firm to deploy 
employees’ embedded knowledge and access external 
knowledge needed to innovation capabilities [34].  

DP21 = Information Technologies  
DP22 = Conflict management  
DP23 = Knowledge management 
DP24 = Innovation management 
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Figure 8. Level 2.2 Decomposition 
 

 As seen in Figure 8, Level 2.2 Decomposition results also 
in a triangular matrix. However, this structure does not 
represent a process. Instead, the importance of 

communication strategy is highlighted within the design 
matrix, as the main support for the collaboration process is 
the information technologies implemented. Therefore, each 
strategy is related with DP21. On the other hand, remaining 
FRs are independent and executed separately. 
  

Level 2.3 Decomposition  
As SD differs considerably from classical PD approach, 

which essentially includes design, manufacturing, and 
marketing; an industry-specific model is developed to design 
the SD process. “Effective SD” is decomposed into SD 
customers’ needs: effective understanding of needs, effective 
design, and effective performance.  

CA31 = Effective understanding of needs 
CA32 = Effective design 
CA33 = Effective performance 
To satisfy these goals, an iterative approach consisting of 

three steps is adopted for designing effective SD process. The 
strategies to meet the customer attributes are defined as 
follows:  

FR31 = Define requirements 
FR32 = Design 
FR33 = Maintain   
The first goal in the customer domain is the effective 

understanding of user needs. The success of a software 
system is measured with how well it responds to the purpose 
of customer. Requirements Engineering (RE) is therefore the 
appropriate methodology to implement to define 
requirements, as RE is the process of discovering the purpose 
of the software by identifying customer needs and 
documenting these in a form that is amenable to analysis, 
communication, and subsequent implementation [35].  

The next strategy is to design effective software to fulfil 
the effective design goal. The design decisions include the 
choice of programming paradigm, architectural style, 
application framework, component-based software 
engineering standards, and design principles, as well as 
assumptions that may lead to architectural mismatch [36]. In 
SD coding, testing and debugging, and what typically are 
called software design is still part of design [37].Therefore, 
software design framework is defined as the appropriate 
methodology to fulfil the design strategies.  

Naturally, effective performance represents another goal 
for the SD process. Software maintenance is essential in 
achieving global software competitiveness [25]. Therefore, 
the appropriate strategy to follow is to maintain the software 
after it is implemented, through software maintenance 
methodologies. Software maintenance is different from 
hardware maintenance because software doesn't physically 
wear out, but often gets less useful with age and software 
maintenance is the process of modifying existing operational 
software while leaving its primary functions intact [38].  

DP31 = Requirements engineering 
DP32 = Software design 
DP33 = Software maintenance 
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Figure 9. Level 2.3 Decomposition 
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A decoupled design is observed in Figure 9 for Level 2.3 
Decomposition once more, since SD is represented as a 
process. Each FR is dependent of its predecessor, however in 
a proper sequence. Therefore, the achievement of each goal 
stimulates the realization of the next one.  

IV. CONCLUSION 

 This paper presented an AD based collaboration model 
within the context of software industry. A three level 
hierarchic structure for CSD was developed defining 
strategic goals to attain in collaborative efforts for SD, 
strategies to follow to fulfil these goals, and methodologies to 
implement to realize the strategies. CSD does not differ from 
the CPD in partnership process and collaboration process. 
However, SD process has its specific steps and consequently, 
requires customized evaluation of its strategies and 
methodologies. The aim of this model was to present a 
strategic framework for implementing a collaborative 
structure for SD in software industry.  
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