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Abstract—In this paper, we propose a heuristic

called longest path criterion for test data generation

of programs having arrays of variable length, loops

with variable number of iteration. Our heuristic

is computed by a mathematical relation of array

size(arr) and number of iteration(k). The relation

we found is based on our experiment result at a

saturation point after which no more longer path

is executed. Our relation computed k can be found

directly in stead of trial and error procedure for

finding k. Test data with our k achieves better

code coverage. We achieved 97% accuracy for pre-

dicting the value of k generating the longest path.

The time required to generate test data for longest

path criterion shows the effectiveness of our heuristic.

Keywords: longest path, saturation point, lmax,

kL, kS

1 Introduction

Software testing is a process, which is used to identify
the correctness, completeness and quality of a software.
Software testing is very expensive. Statistics says that
50% of the total cost of software development is required
for testing phase. There are various methods of test
data generation [3]: Random [5, 10, 12], Path oriented
[14, 4, 9, 1], and Goal oriented [17]. Our ultimate aim is
to get 100% automation in test data generation process
[7]. Test data can be generated using static approach
[15] based on symbolic execution, dynamic approach [14]
based on actual value. It has been found that neither
static nor dynamic method of test data generation is
efficient. A combined approach which takes the merits of
both is more efficient. Test data generation for programs
having arrays of variable length, loops with variable
number of iteration is a challenging problem. Although
test data for such program is generated using path
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prefix method but it causes a combinatorial explosion
in the number of execution paths. Therefore it imposed
coverage of only those paths containing number of
iterations within user defined limit k. The method fails
to cover upper bound testing. In [11], Williams combine
the merits of both static and dynamic techniques. The
method avoids the traditional path finding step and cover
only feasible path but problem is with k path criterion.
It is seen that k value exponentially increase the number
of infeasible paths. Without testing with upper bound
of k, which is done in domain testing, we can not have
reliable test data. In this paper we modified the k = 2
user defined limit path criterion to longest path criterion
that can be computed from our mathematical relation
and it will generate test data for all paths containing
the longest path. We found a mathematical relation for
finding k by inputting array length which covers longest
path criterion. The relation we found is based on our
experiment’s result at a saturation point after which no
more longest path is created. We have eliminated the
problem of user defined k-path criterion by introducing
longest path criterion. In [11], user determines k value
using trial and error method and k is limited to 2.
Therefore the time required for finding k will be more
than our longest path criterion and code coverage of
longest path criterion will be more than k = 2 path
criterion.
The rest of the paper is organized as follows: The
section 3 presents a survey of related works of path
oriented test data generation. The section 4 describes
our method of test data generation. The section 5
shows our experimental results. Section 6 explain our
mathematical relation for longest path criterion k with
justification. Finally in section 7 we conclude with some
observations and future research direction for automatic
test data generation.

2 Related Work

There are various methods of implementation for test
data generation: Symbolic value [15, 16], actual value
[14, 9], path prefix [13], combined symbolic and ac-
tual value [11], prioritized constraints and data sampling



scores [2, 8, 6]. Nicky Williams in [11], presented the
PathCrawler prototype tool for automatic test data gen-
eration that satisfies all-paths criterion, with user defined
limit on the number of iterations. It is based on path
prefix method [13] and it does code instrumentation and
constraint solving. But PathCrawler does not use any
heuristic to determine the value of k(number of itera-
tions). It compromises from rigorous all-paths criterion
to k = 2 path criterion. It does not take any effort to
achieve the saturation point for variable length array. It
selects a single test case for each feasible path and avoids
all other test-cases that follows an already traversed path.
Information collected during execution of the program
under test influences the test selection.

3 Our Approach

3.1 k Vs execution time

We have observed the execution time behavior of the pro-
gram with respect to different values of k. Graphs appear
to be linear for lower values of k and becomes exponential
at higher end as shown in figure 1.
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Figure 1: k Vs execution speed of program

3.2 k Vs new and unique feasible paths

The lower value of k does not satisfy upper bound testing
for large array size. If k is small compared to the array
size then many feasible paths are left out. After a cer-
tain value of k for a particular array size, the number of
feasible paths become constant and do not increase any
further even if k is increased. This is the point of satu-
ration. The k value at this point is denoted by kS . We
have successfully achieved the saturation point for arrays
of size 5 at k = 940 generating 926 unique feasible paths
as shown in figure 2.

3.3 k Vs longest feasible path

We studied the behaviour of feasible paths produced with
different values of k. No more new feasible paths will be
created after saturation point. We have observed that
the length of the paths generated, increases with increase
of k as shown in figure 3.
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Figure 2: k Vs number of unique feasible paths
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Figure 3: k Vs length of longest feasible path

Although k is increased further, at a particular value,
the length of the paths become constant and does not
increase further even if the value of k is increased. This
is the longest path criterion. We are denoting the value
of k at this point as kL. In the figure 3, the length of the
paths become constant at 32.

3.4 Our Heuristic

It is fact that kS is optimum value of k. We can get
best coverage and best test data if we generate our test
data with kS . But running a program with kS increases
the number of execution path and time exponentially for
large array size. Our heuristic finds kL and we can gen-
erate test data of all paths containing longest path. Al-
though the k value that is determined by our heuristic
is not optimum, yet it gives better coverage than k = 2
path criterion [11]. Instead of only a single test case, sev-
eral test cases are selected for each path which improves
the chances of detecting coincidental correctness. In our
implementation we are considering the 1000 as domain
range for the sample program given in Annexure I.

4 Mathematical Relation

After the study of different behaviors in which the feasible
paths respond to different values of k, we have derived a
mathematical relation between kL (minimum number of



iteration where longest path is covered), arr (array size)
and kL, lmax (longest path length).

We have evaluated the lmax and kL for different values
of arr. Then we found out their relation in the form of
lmax/kL and kL/arr. The experimental data are shown
in Table 1

Table 1: Computation of α and β

arr size kL Lpath β = lmax/kL α = kL/arr
4 4 24 6 1
5 8 32 4 1.6
6 5 35 7 0.83
7 7 44 6.3 1
8 8 49 6.13 1
9 9 53 5.9 1

10 11 62 5.64 1.1
11 11 68 6.2 1

Relation between kL and arr

kL/arr = α
kL = alpha× arr,
where alpha = 1.0663

Therefore,
kL = alpha× arr

The constant alpha is average value of different
array size

Relation between kL and lmax is:

lmax/kL = β
lmax = β × kL,
where β = 5.896

The constant beta is average value of different
array size

Therefore,
lmax = beta× kL

From above two equations, we get
lmax = 6.2869× arr

4.1 Justification

To check the value of kL and lmax we are taking different
array size. For example arr = 12 using the above two derived
equations we check for their accuracy with the true value.

Expected value of kL for array of length 12:
kL = 1.0663× arr

= 1.066312
= 12.79
= 13(approximately)

Expected value of lmax for array of length 12:
lmax = 5.896× k
= 5.896× 13(derived from above)
= 76(approximately)

True Value
For arr = 12, using our tool we get the result as shown in Table 2
kL = 12 and lmax = 74

Table 2: Value of k and longest path

k lpath value of k lpath
0 4 7 47
1 11 8 53
2 17 9 59
3 23 10 64
4 29 11 70
5 35 12 74
6 42 13 74

4.2 Error Analysis for Array Size

For given array size

Absolute Error =|True value−Expected Value|
=| 12− 13 |
= 1

Relative Error =Absolute Error/True Value
= 1/12 = 0.083

Percentage Error =Absolute Error/True value×100
= 8.3%

Percentage of Accuracy = (100− 8.3)%
= 91.7%

For longest path length

Absolute Error =|True Value−Expected Value|
=| 74− 76 |
= 2

Relative Error = Absolute Error/True Value
= 2/74
= 0.027

Percentage Error=Absolute Error/True value×100
= 2.7%

Percentage of Accuracy = 100− 2.7%
= 97.3%

4.3 Comparison between theoretical and
practical values

Our experiment results show that the value computed from
our heuristic (Theoretical) and the value found from our
experiments as shown in Table 3 differ a little amount that
has negligible effect on test data generation process. The



graph of theoretical value and experimental value of kL and
lmax is shown in figure 4 and 5 respectively.

Table 3: Theoretical and practical values of kL, lmax

Array size Theoretical Practical
arr kL lmax kL lmax
2 2.136 12.59 3 14
4 4.27 25.14 4 24
6 6.4 37.72 6 35
8 8.53 50.29 8 49
10 10.66 62.87 11 62
20 21.33 125.74 21 121
25 26.66 157.17 26 151
30 31.99 188.6 31 182
35 37.34 220.04 37 212
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Figure 4: Comparison between Theoretical and practical
value of kL

4.4 Accuracy

The accuracy of the kL is inversely proportional to the array
size. The average accuracy of kL computed from our heuristic
is 97.3%

5 Conclusion and Future Work

The automatic test data generation for programs with vari-
able length of array with variable number of iterations using
traditional path oriented method is very costly. Because the
number of infeasible paths increase exponentially. Although
the path prefix method solves this problem to some extent but
it fails in terms of code coverage. we have got a mathematical
relation between number of iterations and array size that can
easily compute best k for maximum coverage.

Of course, our k can not cover all-paths criterion but it covers
longest path criterion. The percentage of code coverage is
improved. No backtracking is required and thus, time is saved
as there is no need to check for maximum code coverage with
k value less than that computed from the tool. Our method
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Figure 5: Comparison between Theoretical and practical
value of lmax

does not guarantee testing of boundary values of the domain
where bugs are often found. Our approach can be modified
to statically inject the values at the domain boundaries into
the array extreme positions. The accuracy and scalability of
our relation can be improved by making more observations
using different array size, loop construct, and varying number
of iterations. Finally the execution time depends to a great
extent, on the machine configuration. The graph will vary
from machine to machine. Future research can be done on
the heuristic constant α and β to improve our accuracy.
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Annexure I

void Merge(int t1[], int t2[], int l1, int l2, int q) {
int i=0, j=0, k=0, t3[20];
while(i < l1 && j < l2)
{
if(t1[i] < t2[j])
{
t3[k]=t1[i];
i++;
}
else
{
t3[k]=t2[j];
j++;
}
k++;
}
while(i < l1)
{
t3[k]=t1[i];
i++;
k++;
}

while(j < l2)
{
t3[k]=t2[j];
j++;
k++;
}
}




