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Abstract—To reduce complexity in software systems it is 
essential to minimize the functional dependencies in them.  
Functional dependency can be caused by the internal logic 
(model) of the system as well as the user interface. It is then vital 
to locate the source of the dependency, so that it can be removed. 
Our method “Design Equations for Systems Analysis”, or DESA, 
offers an opportunity to accomplish this. It allows separate 
examination of the model and the user interface when evaluating 
functional dependencies. This study investigates this potential of 
DESA in identifying coupled relationships. We used an 
object-oriented game application as a case study. DESA was 
found to effectively reduce the complexity of object-oriented 
software systems.  
 

Index Terms—DESA, functional dependency, model and user 
interface subsystems, object-oriented design, software system 
complexity. 
 

I. INTRODUCTION 
A software system is inherently complex due to many 

dependencies between the various components that constitute 
the software. The dependencies between components impede 
maintenance, modification, and extension, which are 
constantly required in software systems. To minimize these 
dependencies, object-oriented design, which is a prevalent 
software design method, can be employed [1]. C++ and Java 
are programming languages that conform to this method, and 
have the potential to increase the modularity of software 
systems. Modularity is defined as a particular design structure, 
in which parameters and tasks are interdependent within units 
(modules) and independent across them [2]. 

However powerful in increasing software modularity, 
object-oriented design alone will not reduce software 
complexity [3], [4]. This is because in object-oriented design, 
software concerns are intuitively separated into distinct 
entities – often based on experience. However, to reduce 
complexity software concerns must also be explicitly 
separated into functions. A minimally complex software 
system will allow functions to be modified or added 
independently, without disrupting other functions. This will 
then ease maintenance, modification, and extension [3]. Such 
functional independence is not ensured in object-oriented 
design – for example, one class may contain two or more 
functions, which are highly inter-dependent, as dependencies 

are not controlled within a class. Therefore, object-oriented 
design may still produce complex software systems. In other 
words, object-orientation offers the necessary but not the 
sufficient conditions for reducing complexity.  A software 
design method that overcomes this shortcoming is presented in 
the following subsection. 

A. Complementing Object-Oriented Design with Axiomatic 
Design 

ADOSS (Axiomatic Design of Object-oriented Software 
Systems) is a software design method that minimizes 
dependencies between functions of an object-oriented 
software system [5]. It utilizes axiomatic design which is a 
method that minimizes dependencies between functions of a 
complex system [6]. The procedure of ADOSS is summarized 
in the following paragraphs. 

ADOSS employs a V model [7] for software design (Fig. 1). 
The left side of the model represents a top-down approach in 
building the software hierarchy, in which axiomatic design is 
employed; the right side represents a bottom-up approach in 
building the object-oriented model, in which object-oriented 
design is employed. The V model comprises the following 
detailed steps: 

 
1. Define FRs of the software system – identify customer 

needs of the system, and map them into FRs (functional 
requirements). Each FR can represent an object. 

2. Mapping between domains and the independence of 
software functions – map every FR into a DP (design 
parameter). DPs are design solutions in the form of data 
or input for objects. 

3. Decomposition of FRs and DPs – FRs are decomposed, 
and the results are mapped into DPs again. This 
decomposition process is repeated until all DPs are 
explicit enough to be implemented. The resultant 
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Fig. 1. V model: software design model of ADOSS 
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decomposition hierarchies of FRs and DPs represent the 
software system architecture. 

4. Definition of modules / complete design matrix – a design 
matrix is constructed to provide a gestalt representation of 
the relationship between the FRs and the DPs (Fig. 2). 
Each row of the matrix constitutes a module of the 
software system. Hence, a module explicitly represents an 
FR – unlike object-oriented design where a module 
represents a class or a real entity. As a result, high 
modularity implies minimal dependencies between FRs, 
which implies low complexity. 

5. Identify objects, attributes, and operations – the FR-DP 
pairs in the completed design matrix are translated into 
object-oriented design classes which comprise data and 
methods. 

 
The ADOSS software design method was employed in the 

development of a commercial software system called Acclaro 
[8]. Acclaro is an interactive and general-purpose software 
package for designers who practice axiomatic design. 

B. Shortcoming of ADOSS (Axiomatic Design of 
Object-oriented Software Systems) 

An object-oriented software system can be decomposed into 
two subsystems: model and user interface [9]. The model 
subsystem comprises objects that are responsible for the 
internal logic of the system. The user interface subsystem 
comprises objects that are responsible for displaying model 
state to the user, and for getting user input to the model. 

In ADOSS, both the model subsystem and the user interface 
subsystem are denoted as DPs (design parameters), which are 
intended to fulfill various FRs (functional requirements). For 
example, the first 4 DPs in Fig. 2 denote the model, while DP5 
denotes the user interface. Hence, when constructing the 
design matrix to evaluate functional dependencies, the model 
is examined jointly with the user interface. This particular 
procedure is inappropriate for three reasons. 

First, an FR of a software system is often fulfilled by both 
the model and the user interface, in collaboration. For example, 
if an FR is to allow a user to configure image size, the user 
interface will be responsible for enabling user to input the size, 
and the model will be responsible for getting the user input 
from the user interface and know the input value. Therefore, 
each FR should have two semantically different DPs – one to 
denote the model, and the other to denote the user interface. 

Second, since an FR is often fulfilled by both the model and 
the user interface, a dependency between two FRs can be 
caused by either the model or the user interface, or both. It is 
essential to identify the source of this dependency to 
effectively remove it. Therefore, the model and the user 
interface should be examined separately when evaluating 
functional dependencies. This is further justified in the case 
study presented in section II.  

Third, the model is independent of the user interface, but 
the latter is dependent on the former. This unidirectional 
dependency is inevitable, which result in all user interface DPs 
being dependent on all model DPs. Therefore, if the model is 
examined jointly with the user interface, the design matrix will 
be cluttered with many inconsequential Xs, as shown in the 
last row of the design matrix in Fig. 2. By examining the 
model and the user interface separately, these inconsequential 
Xs will be eradicated. 

C. Complementing Object-Oriented Design with DESA 
DESA (Design Equations for Systems Analysis) is a design 

method, which has been demonstrated to be effective in 
minimizing functional dependencies within human-machine 
systems, by examining both the internal structure and the user 
interaction of the systems [10], [11]. Since DESA builds on 
axiomatic design, it can complement object-oriented design in 
an approach similar to ADOSS (Axiomatic Design of 
Object-oriented Software Systems). However, there are two 
fundamental differences between DESA and ADOSS. 

First, DESA utilizes a user-centered design model (Fig. 3), 
where user goals (UGs) are mapped into FRs (functional 
requirements), followed by DPs (design parameters), and 
finally into user actions (UAs). This is different from the 
ADOSS’ V-model (Fig. 1), where customer attributes are 
mapped into FRs, and finally into DPs. 

Second, DESA has two DP domains: model domain and 
user interface domain. This allows separate examination of the 
model and the user interface when evaluating functional 
dependencies. In contrast, ADOSS has only one DP domain 
that contains both the model DPs and the user interface DPs. 
Therefore, DESA has the potential to overcome the 
shortcoming of ADOSS presented in the preceding subsection. 
This potential was further investigated via a case study, in 
which DESA was employed to evaluate functional 
dependencies within an object-oriented application termed as 
Nim Game.  
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Fig. 2. Design matrix of the Acclaro software at first-level decomposition [8] 
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II. CASE STUDY 
The Nim Game application was obtained from a textbook 

that introduces object-oriented software design in Java 
programming language [9]. In this application, a user player 
takes turn with a computer player to remove sticks from a pile 
of sticks, via a graphical user interface. The player who 
removes the last stick loses. The user is able to configure the 
game by specifying the number of sticks to begin with and 
which player plays first. The application will display the 
number of sticks left in the pile, display the number of sticks 
last taken by each player, and report the winner when the 
game is over.  

Fig. 4 shows the screenshots of Nim Game. The “Configure 
Game” dialog will be displayed when user select “New Game” 
in the “Game” menu. The “Game Over” option pane will be 
displayed after the last stick is removed.  

A. Nim Game Specification using DESA Design Model 
DESA design model, as shown in Fig. 3, was employed to 

aid mapping of Nim Game’s user goals to its functionality, to 
its model specification, to its user interface specification, and 
to its user actions.  

The first-level UGs (user goals), in the UG decomposition 
hierarchy, were: 

 
UG1 = Configure game 
UG2 = Take turns with computer to remove sticks 
UG3 = View game state 
 
These UGs were then mapped into FRs (functional 

requirements) of the application: 
 
FR1 = Allow configuration of game 
FR2 = Take turns with user to remove sticks 
FR3 = Display game state 
 
The difference between the UGs and the FRs is in the point 

of view – the UGs were explicitly specified from the point of 
view of user, while the FRs were explicitly specified from the 
point of view of the application.  

The FRs were mapped into DPms (model design parameters) 
of the application: 
 

DPm1 = Game 
DPm2 = Player -- Pile::remove()::sticks to take 
DPm3 = Game -- Game 
 
Each fully specified DPm contains three types of 

information: the class responsible for fulfilling the functional 
requirement, the class method that implements the 
responsibility, and the data of concern. For example, in DPm2, 
Pile is the class responsible for fulfilling FR2, remove is Pile’s 
method that removes sticks, and sticks to take is the data of 
concern. Besides concrete classes, the DPms may also 
comprise abstract classes or interfaces. 

Each DPm can have a few responsibilities, and they were 
separated using the symbol “--”. For example, in DPm2, Player 

is the interface responsible for determining the number of 
sticks to remove and then command a Pile object to remove 
them, while Pile is the class responsible for removing these 
sticks. However, Player’s method was not specified at this 
stage because the types of players and their strategies were yet 
unknown. This implies that FR2 had to be decomposed into 
second-level FRs. Due to similar reasons, FR1 and FR3 were 
also decomposed. 

The responsibilities of each DPm were listed for 
documentation purpose, and they were specified in <type of 
object>:<responsibility> format: 
 

DPm1 = Game: get initialization data from controller 
DPm2 = Interface player: determine number of sticks to take  

and command pile to remove sticks 
Pile: remove sticks 

DPm3 = Game: notify observers when game changes state 
Game: know game state information 

 
The DPms were mapped into DPuis (user interface design 

parameters) of the application: 
 

DPui1 = ConfigurationDialog::ConfigurationDialog() -- 
ConfigurationPanel::okPanel() -- 
Anonymous::actionPerformed(), NimController 

DPui2 = NimInterface -- NimInterface -- 
NimController::sticks to take 

DPui3 = NimInterface -- NimInterface -- NimInterface 
 

The DPuis and the DPms have similar specification syntax. 
However, they are different from a semantic perspective – the 
DPms are responsible for implementing the internal logic of 
the application, while the DPuis are responsible for 
implementing the user interface. 

The responsibilities of each DPui were also listed for 
documentation purpose: 
 

DPui1 = View: display dialog for user to input initialization  
data  

Fig. 4. Screenshots of Nim Game application 
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Controller: listen to "OK" button of dialog for  
initialization data 

Controller: pass initialization data to game 
DPui2 = View: display components for interface player to  

remove sticks  
Controller: listen to components for number of  

sticks to remove 
Controller: pass number of sticks to remove to  

interface player 
DPui3 = View: display components for user to view game  

state 
View: observe game to update state changes 
View: query game state and write it to components,  

when game changes state 
 

The DPuis were then mapped into UAs (user actions), which 
are actions that a user has to perform to achieve the UGs: 
 

UA1 = Interact with "Configure Game" dialog that pops up 
after clicking on "New Game" menu item of 
"Game" menu. Click on "OK" button after 
configuration  

UA2 = When text field of "Computer takes" panel is 
highlighted, wait for computer to remove sticks. 
When text field of "User takes" panel is highlighted, 
interact with remove stick panel 

UA3 = View panels that display game state  
 

The first-level user goals and functional requirements were 
decomposed, and the mapping process was repeated. The 
decomposition ended at second-level, because the DPms, DPuis, 
and UAs had been fully and clearly specified. Table I shows 
the first and second-level UGs, FRs, DPms, DPuis, and UAs. 

B. Dependency Analysis of Nim Game 
Design matrices of Nim Game were constructed to obtain a 

gestalt representation of dependencies within the application. 
Based on DESA design model (Fig. 3), four matrices were 
constructed: UG-FR matrix, FR-DPm matrix, DPm-DPui matrix, 
and DPui-UA matrix. The implications of these matrices are 
discussed in the following paragraphs. 

Fig. 5 shows the UG-FR matrix of Nim Game. ‘X’ 
represents has mapping, ‘0’ represents no mapping, and a 
blank square represents inconsequential parent-child mapping. 
Absence of off-diagonal ‘X’ implies that user goals were 
mapped to functional requirements in a one-to-one mapping; 
there were no one-to-many mappings or many-to-one 

mappings. Therefore, the functional requirements did not 
cause any dependencies between the user goals, since each 
user goal was satisfied by an independent functional 
requirement. Such functional specification with a diagonal 
matrix is optimal, since it signifies a one-to-one relationship. 

The FR-DPm matrix of Nim Game is similar to its UG-FR 
matrix shown in Fig. 5, but the implications are different. In 
the FR-DPm matrix, an off-diagonal ‘X’ represents a 
dependency between two FRs caused by their DPms. Two FRs 
are concluded to be dependent when modification of one of 
their DPms affects the other DPm. For example, since DPm2.1 
and DPm2.2 have similar methods and data of concern, which 
is to determine number of sticks to take and command a Pile 
object to remove them, they are likely to share software code. 
If one class, Player, is used to contain these two similar 
methods, there will be no access restrictions between them, 
which will result in many cross-references. Modifying DPm2.1 
will affect DPm2.2, and vice versa. Hence, FR2.1 and FR2.2 
will be inter-dependent on each other, which are indicated by 
the two off-diagonal ‘X’s in Fig. 6. The model is the source of 
this inter-dependency, not the user interface. 

Since different classes, IndependentPlayer and 
InteractivePlayer, were used to contain the similar methods 
between DPm2.1 and DPm2.2, the inter-dependency is absent 
in the application (Fig. 7). In fact, none of the DPms cause 
dependencies between the FRs, which result in the full 
FR-DPm matrix being diagonal. 

The functional dependencies mentioned in the preceding 
paragraphs are different from client-server dependencies. A 
client object is dependent on a server object, because the 
former invokes the methods of the latter. For example, in 
DPm2.1, class IndependentPlayer is the client, while class Pile 
is the server, because an IndependentPlayer object invokes the 
remove method of a Pile object and passes sticks to take as the 

Fig. 5. UG-FR design matrix of Nim Game 

FR2.1: Determine no. 
of sticks to remove 
FR2.2: Allow user to 
remove sticks

DPm2.1: IndependentPlayer::takeTurn()   
-- Pile::remove()::sticks 

DPm2.2: InteractivePlayer::setNumberTo 
Take()-takeTurn()-- Pile::remove()::sticks 

Fig. 7. Absence of off-diagonal ‘X’s imply that DPm2.1 and DPm2.2 do not 
cause any dependency between FR2.1 and FR2.2 

FR2.1: Determine no. 
of sticks to remove 
FR2.2: Allow user to 
remove sticks 

DPm2.1: Player::computerTakeTurn() -- 
Pile::remove()::sticks 
DPm2.2: Player::setNumberToTake()- 
userTakeTurn() -- Pile::remove()::sticks 

Fig. 6. The two off-diagonal ‘X’s imply that DPm2.1 and DPm2.2 cause an 
inter-dependency between FR2.1 and FR2.2 
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argument. Hence, IndependentPlayer is dependent on Pile – 
IndependentPlayer’s code that invokes remove depends on 
how remove is specified in Pile. Such client-server 
dependency is not denoted in the design matrices. 
Nevertheless, other tools, such as the dependency structure 
matrix [12], [13], can be employed to analyze client-server 
dependencies [14], [15]. 

The DPm-DPui matrix has an implication similar to the 
FR-DPm matrix presented in the preceding paragraphs. In the 
DPm-DPui matrix, an off-diagonal ‘X’ represents a dependency 
between two FRs caused by their DPuis – modification of one 
DPui affects the other DPui. For example, Nim Game has to 
display three types of game state information: sticks left in 
pile, sticks last taken by computer, and sticks last taken by 
user (Fig. 4). Hence, the user interface subsystem has to 
display three almost identical panels on the graphical user 
interface, which contain the game state information. To avoid 
duplicate code when programming these panels, we can 
program one class Panel, and then create three instances of 
Panel during run-time. However, having to modify “sticks left 
in pile” panel implies that the other two panels will experience 
identical modification, and vice versa. This is undesirable 
because “display sticks last taken” and “display sticks left in 
pile” are different functions, FR3.1 and FR3.2 respectively 
(Table I) – it is likely to have to modify one without changing 
the other. As a result, FR3.1 and FR3.2 are inter-dependent, 
which is represented by the two off-diagonal ‘X’s in Fig. 8. 
The user interface is the source of this inter-dependency, not 
the model. 

This inter-dependency can be avoided by using a class 
ReportPanel to model the “sticks left in pile” panel, and a 
separate class PlayerPanel to model the other two panels (Fig. 
9). This is actually the design employed in the application. In 
reality, none of the DPuis cause dependencies between the FRs, 
which result in the full DPm-DPui matrix being diagonal. 

The DPui-UA matrix has an implication different from the 
two preceding matrices, FR-DPm matrix and DPm-DPui matrix. 
An off-diagonal ‘X’ in the matrix represents a dependency 
between two UGs (user goals) caused by their UAs (user 
actions) – when users execute one of the UA, the other UA 
will be affected. This affects the users of the application, 

instead of the designers. Such source of dependency is more 
common among process control applications, where user 
interactions may be coupled [11], [16]. The DPui-UA matrix of 
Nim Game is diagonal. 

III. CONCLUSION 
DESA is effective in reducing the complexity of 

object-oriented software systems, as it minimizes the 
functional dependencies. Functional dependency can be 
caused by either the model subsystem or the user interface 
subsystem, or both, and DESA can locate the cause. 
Furthermore, DESA can aid object-oriented software designers 
to identify a suitable collection of classes for various software 
systems, and to allocate appropriate responsibilities to the 
classes by using functional independence as the criterion. 
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DPm3.1: Player::takeTurn() 
-- AbstractPlayer::setSticksT 
aken()-sticksTaken()::sticks 

DPm3.2: Game::play() -- 
Game::sticksLeft(), 
Pile::sticks()::sticks 

DPui3.1: Panel::Panel() -- 
PlayerView::PlayerView() -- 
PlayerView::update()::sticks 

DPui3.2: Panel::Panel() -- 
NimController::initializeGame() 
-- NimInterface::update()::sticks 

Fig. 9. The two off-diagonal ‘X’s imply that DPui3.1 and DPui3.2 cause an 
inter-dependency between FR3.1 and FR3.2 
 
DPm3.1: Player::takeTurn() 
-- AbstractPlayer::setSticksT 
aken()-sticksTaken()::sticks 

DPm3.2: Game::play() -- 
Game::sticksLeft(), 
Pile::sticks()::sticks 

DPui3.1: PlayerPanel::PlayerPan 
el() -- PlayerView::PlayerView() -- 
PlayerView::update()::sticks 

DPui3.2: ReportPanel::ReportPanel 
()-- NimController::initializeGame 
()--NimInterface::update()::sticks 

Fig. 8. Absence of off-diagonal ‘X’s imply that DPui3.1 and DPui3.2 do not 
cause any dependency between FR3.1 and FR3.2 
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